* Print Hello, World! to stdout.

Ans:- print("Hello, World!")

* Given an integer, , perform the following conditional actions:
* If  is odd, print Weird
* If  is even and in the inclusive range of  to , print Not Weird
* If  is even and in the inclusive range of  to , print Weird
* If  is even and greater than , print Not Weird

Ans:- n=int(input())

print("Weird") if n%2!=0 else print("Not Weird") if n>=2 and n<=5 else print("Weird") if n>=6 and n<=20 else print("Not Weird")

* The provided code stub reads two integers from STDIN,  a and b. Add code to print three lines where:

1. The first line contains the sum of the two numbers.
2. The second line contains the difference of the two numbers (first - second).
3. The third line contains the product of the two numbers.

Ans:- a = int(input())

b = int(input())

print(a+b)

print(a-b)

print(a\*b)

* The first line contains the first integer,a .  
  The second line contains the second integer,b

The result of the integer division a//b.

The result of the float division is a/b.

Ans:- a = int(input())

b = int(input())

print(a//b)

print(a/b)

* The provided code stub reads and integer, n, from STDIN. For all non-negative integers i<n , print i2 .

Ans:- n = int(input())

print(\*(i\*\*2 for i in range(n)), sep="\n")

* The included code stub will read an integer,n , from STDIN.Without using any string methods, try to print the following 123…n Print the list of integers from 1 through n as a string, without spaces.

Ans:- n = int(input())

print(\*(range(1, n + 1)), sep="")

* You are given a string and your task is to swap cases. In other words, convert all lowercase letters to uppercase letters and vice versa.

Ans:- swap\_case=lambda s: s.swapcase()

* You are given a string. Split the string on a " " (space) delimiter and join using a - hyphen.

Ans:- split\_and\_join=lambda line: "-".join(line.split(" "))

* Given a year, determine whether it is a leap year. If it is a leap year, return the Boolean True, otherwise return False.Note that the code stub provided reads from STDIN and passes arguments to the is\_leap function.

Ans:- is\_leap=lambda year: (year % 4 == 0 and year % 100 != 0) or (year % 400 == 0)

* ![A close-up of a number

  Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmkAAACMCAIAAACoBamdAAAAAXNSR0IArs4c6QAAWPxJREFUeF7tnQV8FccTx1OhlCLFtUBwkgAxSAgJwS24u7tL0OLQUqR4cbfirsUlOITgFA2uLbRAaQv/9v+9N+E43nt5eS+UktC9Tz5wb29ud/a3ezu7szOzH/z9999O6lIIKAQUAgoBhYBCwG4EPrSbUhEqBBQCCgGFgEJAIaAhoGSn6gcKAYWAQkAhoBBwDAElOx3DS1ErBBQCCgGFgEJAyU7VBxQCCgGFgEJAIeAYAkp2OoaXolYIKAQUAgoBhYCSnaoPKAQUAgoBhYBCwDEElOx0DC9FrRBQCCgEFAIKgfdEdj6/dfbY4fBHsa09H10JPXb67vPYxrbiVyGgEFAI/McR+MB6bIQ7W/sN3HDeKjZejRY1zxPTULu3YViHtan6TmrkFtM4s8nP6WldBt8KGte/eMpYxbZiViGgEFAI/McRsLXudCtSr0cTi7/imf7jkKnqKwQUAgoBhcB/HAFbsjNddi/PfBZ/mRL+xyFT1VcIKAQUAgqB/zgC78l+53+8FVX1FQIKAYWAQuDfRODNZOcfP4efCD12OPTYifBH5hYvL57/+vi5lvji0RUMeULDH5rq9ezx02cv+P/5rQsRL/7xsr5/vbh31pTb2bvP/zKA8NeLpxFZvYbM8ycRWUWK17Ob58lNy/CmiZPILzuLeFnf01d+fo1DyfiviJpqaOiVMpb5/NlNqaAVuEx0P104duLmU2Pd/82+oMpSCCgEFAIKAfsQsGUr5NxyVBOPyLJ5Fr5iYt8tN59/+HHKz+M8fPjs+YcJfco2bhnkHD/ijRMzW8++H1Qz3eHF6+5rSSVNuWnWMU41+8bZMPTgY6e4Hzv98YIXSzbv2STl0VFjVxx6Fi9l3Of3nryIk8ir54B6bvFMeZkMlyyYubt54LCZaSMMl8xthf76+dC0sePDHn+SKGH8j5z+fPL4kVOqyi071IzI0aJS9hSxY1K/JReeJkiYJI6W4dN4edp3b+STLCKrp6dXDJ4SEu4UL2WCj51+e3zvj4/dSrTpUkVHw+npiRWDp4eEP3eKnyhhnGePH/1Pq7Xv4d4GW6EL87tMWvfMKV2J4JFV0tnXfIpKIaAQUAgoBN4BAtFbd744Pfurntt+DajbY9744eOGfD1vwsChZVOfXztu2Ia7xkqc2rQ4JEnQoCHDF00yiOGwxVOeBY0cN2remOHzxvVpn+vF5mkT+03bGKd8n0Xjvh43YviiQTV9/godOjnkaXQBubdp2qiLX7QaNHzGsIHjhgycPGZgj9y/rpw4/5DV5aA9pTzcOWXJBbe6A+eNMGU4MrjmZyfGLwmNWM3e2jpsYsgnga1njPmap+PGjJrROeD5tnHDNr1E4+zi4Ekhj1xqjhs3CpYm829H75uzJy6+ZSw7UUqTJE6ZJJE9HCkahYBCQCGgEHhXCNiSnZundKnV+rW/fiIab2yYefCZf72eLQNSxZEMPkzoHNR6UFCq82vn7xDdrOl6nqRw347Fsyf5+PXqudRr4psyjiktTlL/WiXc/rp5JWXVVgFJI8hS+NYvne75+Yvno6m9/Dns2F3nwAr+KV6W+2FCz2qUcvbUj9HF+Wr4aadUObK+tJOKk65I5eJF4j+/p+X3eO/iDVdcavaoli3+SzjjZ6/QpUq682s3ntaq8HjH6oOPUhcf1PJlrZ2cIOjZKNnNO0Z+UpXsNXzGiOE9iihrrOg2k3pPIaAQUAj8Kwg45qNS00NbGd08cPRmPN9SvqJRfXWlLFnY3+nmjoM/60nOvr7pLEtImck5ruG1JElRUGbKmE6EqVyJk1HQ3fsm0eT4lbRk71FDy6d6+aK28/r0o3iJ+R1NYezklDmrz4d3Q0Iu6JuR8fMENWngq6lW/zgTet4pwNf3pbL6ZRVcXJz/unL+qkZw6qqTZ2DBlK9DEcejcLkkr1fuw4/jo/JVl0JAIaAQUAjEbAQc81FxS6uN7I8ePnb6PFliy1fjOudI7XTlziu17ScfvavaP7sZsmLYwN71tXVz9/o9BgcPXXPoTXhJFNCyZcCfuyc1bd+9w9Bpizdg+qRZPGnXw8fs5+6Yab5GrzV4a7jT44e/RBCkSGK5mnR2zvgmPKl3FQIKAYWAQuDdIBC9/c5Ief3zf06fxHnnKydtOzZ44ZkUxZqPHKVttS6aNHzykJpF3gzh+HmqDB0zfHLXxpWzxwnft6jvl18O1rczneKVaz2QjUzLv/q2Ah29iML6980YVm8rBBQCCgGFwFtCIDqyM0W6VE73roRb2t08PHvsvlP2tKn/YV5Ni1fxbDFcP9+ITKP764F1B5/51A5uEuCcMt5LQX7nXrgNtuws4sOPE2dyKVKlUY+vhg8tluj02i2nyTMlOudnD5/Gw4DW8i8OmmiNwCn81mtWVBovf104f/kfhkplpxBQCCgEFAL/AgLRkZ0p/fw9nc6u22wmDJ6dXrbl9IcuRQr806YuKTJmj+cUduGCEY6nhw/ujWzz8rffMdBNnOC17dh7h49aD88rmUZVxKMdkzoM3XrTwEG6jF/g0KklfJjHM4/T3s2b75nxc3px09YjNcspE8H5HRtPP3utQR/t2vLD6ylOv948bebb+i90AVWEQkAhoBBQCDiIQHRkp1OSgMbl013ZMLLn3NCbT0yBDn4K3zFl6NBQp5LN6/kY7YAc5CYS8mw+3vGe7p8/PsQU4oAIA2Erhi25m87M0EZ/OXVWtwROO9ZvuCkrY0IuhEz76sTH2W0xE0URibOli3N1x/xNNyNCIjy8sHLziThZs5rcMD/2adSo5JOt/cZuPf+TSZoSJOHs1lGzD8YJqFBEY/Jjn8pB2X87MfSb+XsJqvDc6fmTm6dXTOq5IVGR13gKXzx45OBxw3quMsrofwZBlYtCQCGgEFAI/IMIREt2ooYsHTy+ifcnofODu3XHj6V+n3EzL6eu37lnEw9z49t/hNfstTu0d/n40IKR9Tt0qdWhd88lP5XqHFw5UkMb55qdq3j+ujW4k8l+p233r0IzdelSL8CmLjmKIr6o0LdBtnsbRtZva8rzy0nr4hQe3CYgsVQvXp4mPesFPNk8uI+GBiW2+m7zI6/mI2tni6g+Diq9Kvi8ODF++FdUoX63kUNPJm3Zs1G5HLoxMIRx4pvAU/6d/0ifUZkoBBQCCoG3h0AkcYXsLpDAeH+iq/ww3r/hXEE8P9ad9paFa8qzP6lI3ITx7V8K2y6C0H1PTGrWyPL849nTP1h6fvxJgngRnq+vIxkBV5x48fWNWCPBc16P828gaXf7KkKFgEJAIaAQsETgTWWnwlQhoBBQCCgEFAL/NQSiqbP9r8Gk6qsQUAgoBBQCCgEdASU7VWdQCCgEFAIKAYWAYwgo2ekYXopaIaAQUAgoBBQCSnaqPqAQUAgoBBQCCgHHEFCy0zG8FLVCQCGgEFAIKASU7FR9QCGgEFAIKAQUAo4hoGSnY3gpaoWAQkAhoBBQCCjZqfqAQkAhoBBQCCgEHENAyU7H8FLUCgGFgEJAIaAQULJT9QGFgEJAIaAQUAg4hoCSnY7hpagVAgoBhYBCQCGgZKfqAwoBhYBCQCGgEHAMASU7HcNLUSsEFAIKAYWAQkDJTtUHFAIKAYWAQkAh4BgCSnY6hpeiVggoBBQCCgGFgJKdqg8oBBQCCgGFgELAMQSU7HQML0WtEFAIKAQUAgoBJTtVH1AIKAQUAgoBhYBjCCjZ6RheilohoBBQCCgEFAJKdqo+oBBQCCgEFAIKAccQULLTMbwUtUJAIaAQUAgoBJTsVH1AIaAQUAgoBBQCjiGgZKdjeClqhYBCQCGgEFAIKNmp+oBCQCGgEFAIKAQcQ0DJTsfwUtQKAYWAQkAhoBBQslP1AYWAQkAhoBBQCDiGgJKdjuGlqBUCCgGFgEJAIaBkp+oDCgGFgEJAIaAQcAwBJTsdw0tRKwQUAgoBhYBCQMlO1QcUAgoBhYBCQCHgGAJKdjqGl6JWCCgEFAIKAYWAkp2qDygEFAIKAYWAQsAxBJTsdAwvRa0QUAgoBBQCCgElO1UfUAgoBBQCCgGFgGMIKNnpGF6KWiGgEFAIKAQUAkp2qj6gEFAIKAQUAgoBxxBQstMxvBT1e4DAX3/99ffff8u/enWM9+9BHaUKVOrFixfU9L2pkaqIQiCGIPDBezlkxBBwFRsxCgG6+qNHj0aPHnvpyuXHj5+mTJEi3Rfp+nzZ88MPP/xm6PAkSRK3bdM6RjH8hsxcunRpytQZly9fdnHJ2bhRw8yZM0WZIRDt2h1iJGOO8cEHMsPm4d8ffPCBh3ueBAkSfPzxx1Hm9vYIhJO3l/8b5rxz127BCyaNA2zBAH9wI2XHzl3Cv/zLPI47booULhS9oqMNCJz8/PPDc+fOwcBf//tfn969YjKw0QPnLb2lZOdbAlZlG7MQYO11/MSJ2nXq5ffNX6J48c8TJwoLO37sWFjSpEkzZswwesy4rVs2enp4xCym34Cbp7/9Vqt2PQZlpGZwtx5BZUqPGzsqSoHHSFqtei3bxaZIkaJqlUo1alTLkzu35TgLzuO/m7hl67aVy5fEiRMn2jWITBj88ssv344c9eLF/wYPGhBldaJdutmLDkkmiKtUq7l79x7L0jt36oBw2r59R/WadSyfpv/ii6NHDnz00UcOsf0mgMBq2fKVDh48JCU2bNhg5Iih9shOmRDYQ+lQXWIZsTaZVJdC4L1G4H//+9/2HTuTJk/91ZCh6DD1unKPgHHN5eGcOZsxPbaDgQAb991E6jto8Nedu3Tlxs8/8M8//4yyXrz4/PnzP/74o0BAId5yy+3x+++/86J+bfph81dff8Mj11zuGzb+IHpv43X7zp1sOdwgYFC2fBolA6JkbtykeYeOnWk1S/rNW7aSOX+DvxpiT25vSCPMfNm7j1VmIsuct4Bxw8ZNwiozM34ac+AnkNIoAvLTp0+j3f3eEBDKffbsWbkKleFk1eq19sDFBAt6Pih7iN9jGrXfGcvmOordaCBw4sSJ1m3a1apZs1ePbsZ5Pfd169a+c+eOt5eXUbcWjSJi1CsIreXLV8BSyRLFHz95kjp16rJBZexZ0LCSYDHHYHru3I+8zhr9k08+YfmoX6VKlujVs3uXzh3v3LnbtWv3mzdvmlU8WdKk6dKlzZ07V9fgztFblyxZunz1mrW7du2x2iIpkiejOiWKF+vRveu/gPn33y+Cmbt37ztUFlADY8jevfKWX35ffrI1oGfCzydPnvz443kBOV68ePa0jlUe3hAQyoWxAwcOknlgQf8oq0nXGvLNsH379l++fCVK4vebQMnO97t9Ve2cmO9v3rLt/v0HHh55jOOXQMPuHf8GFAz41xSA/0KT7Nq95+TJUwkTJPDy8pw0YfzxY4e/7NXDsu6RcXIs7Lg88vf3s5R/5NOhfdtcbq537t6dO+97M0MkpOzWzRv5K1woMBo1JbcF3y/kxXz5vK2KXnd39xNhRxbMn/MmCmE7GYMZ1o4Qu5s6iUOXtkdw/BSvZMuWNW9eb8t3Dx8JtQGy/WUBCO37JoDs3h0Ct26uLgkTJoyyXCiPHtU4jwYmUWYeuwiU7Ixd7aW4dRgBZOfGTT/wWtasWSxfTpUqFYmBAVHPuB0u+N29cO++tk7y9vaSdSSXQ0vA4ydOCu+BgQFWK8Eg6+rqyqMNGzZarg5l1RW92jM0//LoF94tUqSIVWFPRcg/2qs0h7i6ceMmGlENSS9P+2ceUgQVOXnihIZhwYJWwT98+LBtkO1kVZo42oDQfCF791NW3nz57MmEVTjEaCPy5M5lJ4fvK5mSne9ry6p6RSBw8eKlEyZhEBp6zBKUhYsWk2icROseLPYgCLGZrwtvsYck21fGHGTj503cReT1KHXLEBwxrWlYdDo64sugfyw0jBtPTw/njBkjA+GLL9Lx6Oy5cw8fPtJppI5R4iagWYXi1q3bZ86eTZQoUdEihc3ysQq1LqiYIXEZX4Fethjt4QdKS36OHD0q7zILiTITMwL0sU+ePiWRBbplK1CW2OLaBlnylO5kVjtpKXv6g1BG1jQ8OnL0CDR5vbWFfpS9FAs7AcR217LRxI4iGWPplZ1tjG0axdg/g8DPP/+M9Yrk1bNHN3b+UKMZl2J85/pAwAg1d96C9es3FClSuHKlCmnTptWZkPEuUcKEugqOlEWLl36/cFF+X5/u3YKZjDPGrV6zLiwsLPRYGBPzJo0bZsuWDbJt23YgEg4fOezp4YUy09PT3X6pxnD24MFP6zdsOHbs+KXLlz//PFGd2rVKlyppuUpYvmLlgwc/P/jpAdtX7EixK6nZQn74QbasWapXq2onmiDg7pn39u07jRo1/Hb4N5EtWFu0bENx5Ll0yULkHExiRrRhw6bnL5575MlTp04t5J9liUCxdduO3bt3I1py5MjRpnXLNGlSUwRZnWPzTxNzf48aPZbtzFy5c33gxOj0l2ib4er77xdv2bolRcqU3p6etWvX1Bkjz4WLljAHYi+2VMni2bNnpxXWrF0fFnYsPPxayRJYVRdNnVrTLphd8Hzy1KmDh478+OOP586eQ/mJJMOEeMXKVUZmihUt4u7hLsyw12tnw82eMze4aw9K3LRhbb58ec2Kvnr1mldeXxJtgEy9Lly4uGz5CiZ/KBK8vTz8/f3ZwJaKA8iCBYu2btuaPn36wMCCerpZQVghLV22gt3r02fOwEbvXj32hOzNmTNHapO6hevx48c5XfNgEbZn1/awsBN79+3/7benAQEBqBzoNkIDJ18PGfrhhx/97fT3ieMntm3f4eeXv4CfHz/9C/iZKecja2I7u19sInuP7aBU1RQCIMBIWrd+Q7F4lL9KVaoHd+sZGhpmZtzIeIQ7B04a69dvFEtR7CF1DBcsWEhirTr19bfmzVuQOWuOHzZvIb1mrboswrDJLB1UfvKUaYw1UhZmShMnT/HwzBfctSeDTtlylTQb0a+/0ZcCttuIshYsXIxBZrPmrefOXbDg+0WBhYuRQ9duPY28kQnMw3DZchX5887nJ/xrP8tXwtrW/p5w6tRp4Xz+/IWRvQXzxUqUETKMhiDbvSckXXrnrt16FSpSnETMZCzfxbK0YaOmRYqVGj5i1JEjR7FIgpJRG8rmLVpp3JbXwIng3PSzVet2sqCcMnUa6WPHfce/+XwLPH36m57//PnfZ86aky1eHtF2SAtKoRVwlZkxczaJ2AyfPn3GjB/yXLFyNfbVYIvlME2D9IX4aGhoZMzMmDnLTmtbyNq170RuTNqYutFSYr0sN1xbt223DTI0dKE06TLy7+IlS9et30Cf4ZXNm7dKW0+eMtUIiFlnkMqGHT8OhsyEZs2eu2XLtkaNm7Vo2VoA0SuCsbRw0rFzV1+/gl99PXTVqjVe3vlJQehKPhFdy9SdAD9d+kzSWPxdvHTJCKxZE//22296E9vfA2MLpcnhWV0KgfcagVu3bxcMLCJjhP6XPmMWRiKj+GRKztN79+5funRZyDDHF2CQFg0aNiFl5OixkoKljIeXz5q16xi2hJhRmKWACEWGm0JFSpBYJqh8teq19VIYBEnELcEenwRGopGjxkLfp98AnZ4bP3/NgUQf2vSmo1CY2b59h/CDuZCZa4Q9jTxr9hx5/ezZc5HRky2TBmi8vH3FfaVw0RKTJ0+DvlnzlqTjQGI2OYBtAEydNgMrcsETCQclskHggoB8dIkiIlOGeBHnhw4dhiaPuzf3uoMEnASVrbBk6TIeybuICr0VKEVaYfLU6ca6kG3teg1IL1GyrAD766+/ip8G8kB0pJExYw+Guv+JWZez/HnmzFnLDJGyTBogRqjrQk74IcU2IHpua9euy5AxC68gNSVRrxGYSLbgg7AUroqVLKOX1Tm4Oymt23TQU6RrbTOJ/MBCRclKbx29RLMmhsDYxPbgFrto1H5nbFISKF6jh0Ca1KkxRESHif4tfvz4kgkLlFp16g0d/i1frCimJkyc3LZNyxQpkh88pNlxJE2SRKxw5WnoMW27NF/eCP3bunUbMmdyJubAjh27hKZ6tWp16kToEskzQQKtIBajixbO0/WrxDMikSVXlBVh6Jkzd8HXQ75Bw0bwIz0HbvL7aeq+kJAQaIz5oE5EF33+wiUSc+TITjghM9eIKAulmvv2HYAMuyqrplWSAxrXRyaLHhfXnPDDou3SpSvNmjVm9BQbXRdXFzNl78OHD5k3oCp0z5MbAvC5fuMGN9WqVuFfOCefU6dPS/6+vnlJkQuWVq1egyE0KkeE6A2TV4yuTkRRzMK3fPlyt2/flncbNWxQu3YNPWrP48dPTM33CiiKnjh56g+bNn/22WezZ00VYI+GHkPLzU3lShXFFun4cc3Sx4yZKAEUAnbWxf+kf78+y5ctlr9lSxfJDVpulMM8BWG2D8zyBMPmLVozG6C7GlXE+01uJNWqVrYNiORGx5gwcRIbroTKQmUtiVQKY1puAgL8RPNMWaGh2tZ4vHifbd64TldHIyZJfPzkV/k0uKRrHTNhkjlzFulXZuprsyaG0tjEdkIXi8iU7IxFjaVYjT4CbAv1/rLnwu/nXb54bsH8ueXLlZW8tm7dphuJEKKlf7++jBfi7lamTJnPP/9cyNAxYsbCja9PhOxksGYEZDxCbUV6okQJO7RvY+RPi3Pm5DRv7izjxuSlyxpx5syZo6zJ9u07e/TsBVmN6tXixo1rpP/QSfts94Ts04c249MjoZqFCx6Wdu7MGd/V1hbbt5NCiCUbVperTMaWXC4uLpSC00Krls2g5+bKlXC8R0RAGi8kHD+vXb/eslUbtifZZhs/dvTd29eNwmOvyeDT1cXFiA/579t/IFjbu3Xad0CT6z75vHHxlMwxXalcueKnceOigZdWaNe2tXErNDxcc0PM5PwqHuHdu3cnTZxMYtMmjfX97LzeXv369p49cxqb3JLz7hDNO9OMGbNKRfZz6/Yd8qhgQX+2A+WPeHty4+XpQUArnloFGdUxkwyeyi4pUhANx+Qp05s0bV6jRnWQoXY2AOEVesXY8RMOHT6KOXTTJo10Jh/89NPpM2c1rgIizKeZAIlIXrJovrG30IgCmnECxGdyzDR9zJoti9VdcKtNfOfWNcv5gZ0wxnAyJTtjeAMp9t4IAbOVmbhPlC5VYuaMqYGBmgMiJrgiOxk7NqxbDQGv7NmjxXQNCiqljxFsUJGCeaHufUFwNf4Yp06f1sajAv4FjKMPbh4YoCLzjHH+IN5jihabP7+vbcGmZXvmDJSY0mAXY4SAR/fu3SMFkxGrIfHOmPjJmzevQ34pUsTmzVtkQQnbkb0OXOwHQ+OTL2/XLp24YVKCRQ+Mbduxk5+Y51ga6LIIZgHNU3YZ27XvWKhw8T17NOFklHP79muyE3DMmnz92lWBBQNol+3bNJlUomRJy1ZAnGitUKCAUeSLhwmXX34fuYF5bal6VxPkVapU1AsiQm/HDu1YvxKjUcjCTOLNkhkz3ix/ajZlOzVVBBa2hC20JAg7HuECxNzLDGTTvC3Cd2XEt6N8/QLYWShRssz27TtmTJ/23bjRzEt4xQYgwvya1Wu0ClaulCFDep0BAZy4zYUCC0oi+hX0wxkzZPD1jcCHROyS9psaAjJjL2VeJSLfzUVbvFpetK9lE5NDNPphlCDHBAIlO2NCKyge3goCRL1JmfoLFFOWufNJ58iejXR0m2ZP0cFevXaN4KJYe8ojRjRZ1rAUMBsITLpcTevl5+trfHTwkBYjNFcuN0LG6PlfvHjx8BHNHwDVse0BhWzFr8bLyyt5smRGDhEhotvEftRSAMMqIeC1ok3+l45eW0xTBFO5HpG9u3r1WgxTedqxUwdMi3UyeEb08hMbYEv/TlgdP25M6dIlhR5t3pd9+vbtN0BfOnODnSePIptYMHCzzQlB2TKlzXijaBnuieBjBHbbdo0eM2BEo/7KoUNaE+TBDNotwvrasqYwg9GQDWZsAHvr1i3xhvLzi1CNmhEfPx4ResLTw93sEeWeOavNmcqUKYXCdt6cWRd+PB165CBq/0KBAWaagMgAwULn5Cmth+TInt2Ixp4Qbd7m4+MrrUZZe/fuM6XkM3akTSZnaBArVChCxAqTR48eY2X52WfxIvP6hT3LJpbQiTbgir2PlOyMvW2nOI8CgRMnTydLliwyKYXakPc93N2NQ5K2NDSFUitevLieji73qMnVL5+3JjsZqXU1L3s8srMVEFBA54anhw5qA7Sbq6ux9I0/aKKFaAwF/PJzY7YmNquMSNmMGdKbCUjWUlevXuVRXmuRd8LDw2WzKk8eh13XTRJI0+CxasQ31Cq4ZD5g0GAetWzRvESxosbazZ4zH+uk5MmTly8fBIEOEfdMX7CDzZol89zZM/fv3cV6PVMmTYm6Zs06HQR04GhTNZBfRuERyxFhg5t5C77nhkUtOkB+GvPneJxTpzWRY2yF354927Z1G4nFihWhKaXVeHGLaTHKutzG0h+7JNFAGpkxlmij5+0zYag1gbVY+UBBoHwB2dJtFPZkzuSS0wWRzzKO7XnWmlYnSfPma4AEmXyujIDg2SIMZHTOoPMJ87LuLFq0sORGytZtGif58uXT25F8ZMca4S3v6g101KSwRVuTOHFieWQEhI6BWS+6epr4wL7dehPzddju5zaQjOGPlOyM4Q2k2IsmAowCeO8RjdXqtJch7OatW2RdrlyQcWCC+MoVbYfM3f2Vtu3wkaNEhSXRx8eb8aJEqSAkgbAlkdXYFcud65Ws0mb0+7QZvZenp1EnuWmjpuosVCiQiT+mvKyJIxuOyQFlGsS5DNnyk/S167TNMBZwlSqUt4RGDIUwQvn0008dBY7JBAeWmcbH15R1ej4Mgm3bdSDaTrVqVQYN7Gecc/Bo8eKlUOJoyJIF5lOkSieDJlDjFFS1Ws116zfyCv6XHCcybOjXPGLxp2d+/IQWwc7Z2ZlwuFLTtu06YVYqBDdu3MAXhZugMqVoL+yfq9eorbcse3uWrUDMI/QHpBcvVhTK4K7dCcSqFZHJmX+TvBQARpR0CXTAZCwGMxICgmaCGUyC7YH0+ImIZaVbLiu6zctXruw3qZetgkxvkaAQaDotyzIKSA0Q02QCf2UAoWo6IPoim5W1ngkepcyrtHJfTvLQ/EtMWl2hLTUNNYXc8/crgPIAV9cKlapKubtNwRx0tlGw08QS95gmxoK6eIkyfBc0MT7NehOnTJnCHtBiI42SnbGx1RTPUSOgyc6TJ/HxZw1hSY0LJpuazZs1Zaw3eyry7HODa78c0sRCgSUjud24fl0CklHE4cPa6tDH18cogPF1+emnn7QByN9PzxyRjBs+PwubVGHffju6ojXhJ/TklsV03Oavv2qLY/1auWr1kiVLCY8we+Z0q7Y8Yrjk5uoWjU0mPYxt4UKFLPfh0EOWK19p+YpVTZo0mjB+rJlWlugNR002Sg3q1wWWTp271qtbWzK5cOGSSIs0hgAFsjguXryY5KMtd0zLmqIvQ/FR0917djdv3lTqLkpIjF+IusC7nTt3ZTNP8rfaCqZNR22spy5ZsmS5cPEi4RfKlwviFZ98+Uj/8bymLTBeqBB69e6LqEDk44yhMfNStY6hL8w0a9bE7BXLn5R7/OV2plWd8MEDEQd+FS5sDjK5wZ6nacV/4mTEnqheBLHjQXXgwEGScuKkNtXIkD59hfJlAWTJkmVVq1YRQJD3Emny4iVtJsQFVwsWLuImceLPQUMST53SVupMX4zbFvRbWcHTdXlr/oKFdepo7ahtNpsU5ulNkwkwx1a5U8f22U0bH6gcJE+jwH+p/8gT7QCNUaL9bgmU7Hy3+KvS3xYCP/30M6aq5E64A3wb9BUeN1OmTO8/YFC5skEsnsw+bIYJMfLcs1ezYmXIwL+eM6RISZhIi5SNPwZasiRJksiQJJpV4goZhQ3BWUhE7ens/Cqmnc5AkcKFtTAue0MwTolMbUh69+7dyITwoeyfyWi1fsPGHj17Ez3n3JlTVscjaC5d1GSni2sO+41seQulNIbEISbLUlNN4+N3KD58rCRGfDu6fqMmrLaRQB07th865CvL0slB3vXwcKf6uFi0b9dWeMiQ4QtG8+tXLwUE+MsKhtVM3XoNGbURtBFjLuGPxGviL21zmkJ79uozftzYVClTCsGtW3f4183NlRyIkJAgYfyaNavLo8ha4c8/tYW7q0sOXuFsFs4xdXNzoxTcPEhHCS/LYp7+/vsfaI8rVaq+f98+ageN2Am/+J+RmTF6LB4p13iRCaKCAEAsiE+alK6o5TkvVkIWCJMs60mRpTAXG4f3798324ynFzWoVwcrYgSwPBLE8NEsE1QR1XTfvn3kdTTc/OvvXwAdxvARIwGkRvWI0FFssYt9WUjIPjoP06kftmwl4gEpXp5aiGPJlkBX3JjtmnNkggk0F4yMmBeyOq9pylbvTrQv/MyZO//61Wvt27WR9MKFtemg7Sa2BC3WpwCiuhQC7x8CM2dpPv5Lly3v03dA2i+cAwoWadK0BcYpdes3Ih0/fauhWMCBEU2C4+Cfjt89N/gMiJf3wEFf8a9+ECajWwbnrKRg068DyMhSuWp1Env26i0bbHJB3LZdR9IHDByMgz9hGXTHc6vg8xS9bo2addCGdezUBX/27DldBw762sYxnDyS0DxoR+1vUKYRUbrwN23WYuXK1YTIMdbIWAS1q1y1BvkIUMuWr9QpwbnXl30yZsrGUalYjgiHLKGQBMYcgD0wkOh3eVu1aQ8B1rBGfPQAFMVKlDYD3GorkDOORlDSQLj/E+9Jb27oWUIJG0T/qVOvIdGFPL190A8zAxCWbDNjia0emcESSQmvQaNbBTmoXEXLboCeg+WvsNeiVZuAgoVLlAyaOWu2sccKIBw9WzBQC5SBktysOcZ/NwEweUQUi379BxESSAutYIpEIb2xjik6BCEUjC+SLZMkjdUUqfMXKMikU57SmuMnaCfCyh/d8vr16/qLvNWqTbscLrn4rGw0sf19MlZQxr54ttq6Yep0PmPM4qOhmIr1kx1VATsQ4NsjEB0bP+y7cH8s7MT+AweOh524c/cOc+rq1arYDmbNsI4nHMEQ0qVNy9Se1Q+jA8dNXLt2lViy+ulX5Ew8W7bTkiVLalznsWgjJAIqWbP1GaMkOk/WQxUrVoj/2Wf2LA0Z4/DjJMRdwQD/AJMbjI23fvvtWfqM2qL54vkzsjK25+KDku1bfUUSN+4nQIeVChf/sbLhUZSHsfBJYrd55+69WjWr86KRT21pePjI+fMXb9y8gRUMG4GZnJ0tF68ofrGj4VRoMM+cOZPZ181MAnEIX2XLBhnflVbAdDl58mRmhWKJyoZ0/vz52I02U3HrwKYlcEbq1OwyGi2iyRO9Bcz8+ccfLJctmbEEVlSU8My7wvnde/cw28HTg58SvYhEoOCn8Hn+/AVtkWeKV2B26eyhI/0iXToUvJZwCSBJkyXFINzyKQWRCToAes6DBw/yFwhk4UtkBj38LIZdhAfBdNwMGSYQy5avevr0CR0bzyK9Fei9aJJRTmTNmhW0jSbWUi+8e8+dO683ceZMmWy4CNvTM2M4TeyTnTNmzuneo2fu3Ll3bPtByc4Y3r1iDnsyk5XR7T3rNpqJY9hxhrnde/bWb9CILcPFr7u6x5xWUJz8CwjI7oBxGrF69ZomzVqy2Ym7ix7u41/g5P0uIpbtdzL3mb9gAU3y008PZChUl0LAHgRkss/1nglO1haoHwl9zskhsmGJd4E9K1p7QFM0sQ6BtevWFy1eCpWvvpOqbZdu1UyfUITYc7p1rKvyu2I4NslOhCWxpsSuGi3E++o29K66gio3NiKAlgxdGZyjzDx//jzGwHjdxMaKKJ7fHAGx7UIZK4bNXJrv0JJlckht3Tq11aTqzUHWc4hNshM328mTpmDoBfd//vlc3ADUpRD4LyOQNm1qHBUaNayPTz3bUUOGDE6Z4r31qPsvN7Q9dUenkttN855q3ao52/McWteqdVsiIBL8b/Wq5dE4wdueQv+zNLFmvxPNQ/sOXdKkSfX8+f++mzCBBtu1Yysxz/6zLacqrhAAAZPDwDyi2TEylg0qTRwlBct/GQEWmmx7b9z0w/Xr2jE1uJr4+fqULVtGN3D7L4Pzz9Y91shOjnxq2LjpDxvXHTpypG/fAaCwYtliQrT8s3Co3BQCsREBsd58z7ZyY2NDxBCexTJOdYm32hyxQ2fLZGripEkER2ZyrRvf33+gufGaXeyQc4S9bhEuT/mJS7vV/VESOesYU2+ORzYjwFFh567d165dF7s1/iW0Bym6G7ixaJ7iXYfeTPeGttFsdGvI2Lhlg0p3mbekt8HbW+0TKvNYh8D7ZwMV65ogRjEslnFqLvVWGyUWyE6ky7jxE/39/QkBRW9ImTy5IILMM0KDQNJcnstVHDf+O9x7EXJiiKudZt6oCc68+JUbBdWzZ7+PHDW2UOFiLm55Bn/9Te48Xhgr4gsseRIuEvNFgnDiNP3N0OF3797r1uPL7DncSKlYsbKEEdcvjjT6sne/wMLF+vQb4OGZb9mKlXjT4whv9QQPEr8ZOqJ4idJ16zfkqPqu3XstXrLUaBdHtkbecNk24+2tdgiVuUJAIaAQUAhEjUDMj+BAJLCs2V23bt0urHIyosS2IMiLkXmOfSeReF0EPOMGsSQBO/SQH7Xr1NcDcxAIBikokTuIpAUl/xLthfhtyFd+ftm7L871LCWlrIKBRfsNHEzEy/HfTfTO50dYar1o9uSJWYOgxcKNd7Fwy5rdRd7CR94MXmRw02Yts+VwW7lyFYwRDaRAgBYWhD+JP8IVHn71JW+dLXmLrL0omrU1mTj0x2wjskgxMb9jKA4VAgoBhcC7QkALbBiTL8RY5+DurVq31yNXEaFRhE2PXr11znnaoWPnLt20A3jnzfteCERzi2xg6cZPPQwbytjAQkVJWbZ8hTEgFuHEmrdoRQrSi6enT58hcodk1cyUfiwsTH7OnjNXig7Zu89M8pFIVCoSCUJmFvXt119/ZZnLI+KJ65wTNE5yYIpAYmS8denavVnzljaiuFHZkqXK6kGzzG44soOIM1my5nTN5e7l7evnH8gqmUBfDRo0th0ZLib3DcWbQkAhoBB4VwjEdNnJKgoxgHeKDpAe2bJt+056IifsQEaoZSQBYUu5R+LqKyrkSg4XN6JLy5qyX38ttiTyQ5dtJIoMwz6NPCdOnMw6kkSCPYoQIqIY6ex9opIlDuT5Cxf4Sba16tTnaZt2HY2rN4JGkli9Rh2jWOL+6yHDJN1IPHbcBBKJPElukfG2YeMmFrt4PdvuJVSHTBy93lXPU+UqBBQCCoHYi0CMtrNFltRr0OTzRAlr1Kgu+95yGk6NmrW5r1C+/MwZU/QgnJgIETpSCyBZpDi60BnTplaqFHHAIa8UL1mmVasWNatXY5eUDU5eZ/fU09Pz5o2bt+7eOXr46LXr11q0aN66ZXNiMKJrvXf/PoEf+/YfiBzNm9d7w7rVEptRxJ7cc5hAl2DtsIvZM6eVL19O9OMQ1G/YeNOmzT16dOvetYuuNA89FlahYpVnz56NGD60SeOGkk5WtWrX5wTaypUqTZs6kUMMrPJ25crllq1atm3d8l3Fh/T1C4DVqDcAFIVCQCGgEIj9CBCQece2zbbrEaNlpy6crNaB8M2LFy0wi5Qx5JvhI0eNjhfv06tXLuqShm3LLNly7t+7m8OQDhw4VLZ8RTL08/OL+8kn6Ym1nC5NlixZOQbPLNA2UjCobEUOmWrfvt2Afr3NeOBp67btly1bETdOnLNnT+pRIimL8wQ4dnHZ0kVFChfSBercefODu/ZImCDB/v17iD4t6Qj19BmzIOlHjRzRsEE9q7xlzpylYoVytoOAv+2+ynEib7sIlb9CQCGgEIg5CGxYr53aZuuKsUtmjFfz+RaYPGW6mRISSZPDJTd6zlKly5rt1fFTDtapWaue8RGa2NJlysr2J6e5ihqWfKARLa5VECAQym3bdlgS8CJnA1nqYLHUlbekOLnQpn7Zuw+JVarWMBa3d5+2XcpmpBxiZT9vVhmOhs42snO4YmyvUIwpBBQCCoGYgEAM9VEBGg4czpI5c9MmDVk+Gi9O20mdSjsR98FPP5kpEhFLhPfkUe7c2iG3+pqPk2ML+PtLCspY/mWxSZ7iAhVZjEcJE5omTWqOULecfSAaz5w9R3pAQX+jH5UchsyiVg4emjVrjrwrp8lzHrKxuD179pFI/unSpXWIN0t+kOWp0qRHDDv0V7BQ0XPnfow5cz3FiUJAIaAQiBUIxFDZuX7DxmnTZtSrV8fyXDpkUooUmuzkvEAz2YlYCg8P55G7u7ajKRdmPkeOHu3Qro1IuEwZnfk3UaKEls2DC8qkyVP1PE+YfD3zentbDWdFWRkzZIAgtyEuIMISVxmT7PSFYNr0mfh6ItW4dzPFmTQKTtMRfSEkurq4SjVt8zZ5yjQbm47U7s6ta3dvX3fob/fObTlyZI8VPVUxqRBQCCgEYg4CMU52Ih4wK+3dp1/OnDmCypS2RAqC9BnSk/7LL7+y9DQjyJMnNykcLCzprER79+3frFnTRIkSSYq3twdH3bJkvH37jv4ueXLObZVqtQgwJPIJgRd27LhGn9fb6sIUWZUrtyYOcWWRfHhxxLejOdyYe3cTGxMnTW7WpIlsVQYGBpCyY2dExAbyHzZipBx3AM8i1/398+d2c4mMN4hty05kPDLYoYtXVPCRmPM1Kk4UAgqB2ILARwMGDIghvCLniOAz/rtJo0aPwdaGQ+Sv37jJ2i5lyohzIYQA981Fi7Ujdbge3P9J80t58SJTJmd+IgaIyIO/P4fXe3m6cxZPh05d0n/xRa+e3XT5xwl2BNXbTxC+W7dSpUyJ1nZPyF5Wh8HB3atWqTR61LdiYURZjZs04ya4cyfsiSwhoqz8vj4TJ035wOkDTn4PO36iW49e4VfCsQ8iMp+3l+f5C5eI0tC1a2cpOmuWzAQ6IHoB59E/efKUGAtE+Dt1WlvaDh7Yn2NpueHk+qRJk65es842bzGkvRQbCgGFgELgP4tADLKzRYdZqUp1JODLxtD2g4O7dMKeVlLQvg76aggEpuUXf1BqNMiwvn2+FBrWc0uXr5g1czartxTJk5ctV7Z/3y/NXDugmT9/4aw5c65evYoITJ8+Pc4tVatWzuX2apcU2Un0gAJ+fkO/+SoyzxDywZuF8EPohN1cXX3z+/bs3hV++vYbsHbt+s8Tfz5l0oTcprWpXOQ5dNi35378MfHnnwcFlb5z527Xbj2cnZ0PHQjRiyDPFStXT5g4yQZv/9nOqir+fiMgahWlCHm/W/m9qV0Mkp0i+fhydM2k5TkAYl4VJY1Yz+rWQFZbCxo9vC2Ull8sOfBilC6VkAk/evBlsaTlXcvNWhL1KrRp23HJ0qX16tYZM/pbs9Kj5O0d9j+mOPaMbtJMQAEsVnF421WgaDQKhJViMN6zJ4TZlZ1s4ygsXRHO+TewYIBZH6BqHPCEEZm0uzT9O3Qigkl4hg18l4ki0qB+XWfnjG8b3n82f6qwYMGiffv3v/jfiwJ++Rs1bGBPY2El/ujRL1euXHn2++/SZMxKuZIkSYx6SXogV5Sf8D9bl9iVG6BhD5ItW1YQk9FJ/hXzTG700Qwk5aMQGhld/83KRnzRf/994/rNK+FXGtSv9277ecySnf9mS/ybZSFvhg4bERhYkIFYyiUln0+Ba9evfzd+XO1arLZjx0X3JRwEvjT2s+vnl3/NquX/8mcGewRixFRb+MQeCqsoe0Q4kYo7dg421q5Xrx5du3QyphCCqlXrdmYIoJ9o3qyp/bD8g5TEgBwzdrye4akToWnSpPkH83/bWTEiY1VHBOnhw4bcvHlr5crV27f9oB+XFFnpdEXOaYDeNns1a1QnbkmpksWt9kCk74qVq/74/Y8GDeq9jWpypARO6nS/alWrvI383zxPeg79xzIf+WxJT5EqndVSwkIPobFzlAEAHz5iZPQAMevnJ48fTZtWc094Z5dMnNX19hCguxDVCD/OGTNnSSl89iNHjSGlcNESxFJ4e0X/4zkT4PeLDJnhvFadenPmzNu+Y9f27TsWLlqc292LRMQVJlemkPS7Z8+e5+6Rj8Q69RoaYxDayRKvEOt/7tz5kXnfRpkPL7LhLbGF27XvbGc+kOHXu3fvPmky/gh9bHTVpVx+MiYuW77SFNmxEBvwvGJGEyV7/yABPLOzLjXN6+NnZ03/QQbeMKuzZ8/BOaGVv5swUTA/fdr8EAWrRfBlYaknbtb80ffAgbY4GhqK0QM9s3Wb9vKIfRxLWEjp2au3pTe2Q9XhECQObrKKOV2iWInS5M+5FA7lGW1iG8xElicYAtrWbdsFh+o1ahMGFRcG/ZsVkIlRKgTz5n+PVxuJ0fioAUSOvgCQ6L2Ogae0KUG57ennlMh3cfz4iWhDauPFmB7P9m3U+V/Ok89Yut2SpcvocwhLDIX46eLmzlFl/zIzb1jcuO8mOmfOjiG0sesvWrxUKjhh4mRj/mGm0PnjJ0yMRqE4KfFuhoxZ3mRuwddFAA2NsUmvMRYlP4RHZrrdt/8gqRe205avoOnikRg/v/OL5iheMgh+en6pBW1+5/zYzwDcjhw9Fs4xO5eY0gys9ofs4PX0GbPyFoGmLacvdADEiTTirt2aWtt48bRb914aaL162zMQW1YKq0PORCIHiXdtdknk7QzOWdHT2A9ItCmZz7nm8oiMGdvZcmKjoDR67HhLSkAuXLSkENjfNFYBYUr6JoDQTLXqaNFvOnXRLEuivOQUkFq1672Nqe2/qrB+Z4vrd1qwl6dHyRIlYGH27LkVK1fz8MqH7GzevOmihfPKBpV5p6w5Vjj9b9PGTcHBncuULqVvR9F9OUxGMtJjEMpPFxcX/vXy8HCsGBP1unUb+Dd3ntxvslnFEoQT68jH1cSJ/RcW0dmzZfuypxasmGv16rX61rieyc5de9jyzJcvr/3Zvj1K2Lt+/Tr55/X2smen8O1x4mjOdKqZM2fxVr683lUqV1q+bPHK5Uvs0a5LQTTx06dPuAkICLDUypKCsrRWzZoQfPfdBLFg0C+edurYbuvmDV8NHhi9PYWjocd+MrnJiWuc2UUtDh3YG7J7R+1aNRyFJRr0LLvv3NH87qwyYzvD42EnhMDNxdWS0rT01DwCyDl6QEmeADJ+7Og3AYR+fvCg5tfn5ekZJUSaLefZs5DlyuX2Nj4KJTujbII3JcB4YcH82deuXhozZmS3rl1WrVx2LPTQN18PzpPbyvf2poW9zfdZaXFQWv26WiB+/dJkp8m4hpBJ2bNnMz6Sz4wYwo4yxRjHTjBvFQ4s+Cbf6ukz51i2fvZZvIIB/vbzQI2OnzzJOQE4v8qwu279epHBxlofORqa1zvvm7BnP0tRUuLQdd8UMIttqiiJYxQBB/OJpzWhtQCTAxjsF5y8xSxHqhNQsIDV8ZE8PT3dIWArYfOWrWZ1Z8OMho72/EwCoQQERMQsswQ2S5bMeLj9C52ETitbv3glOFoc7544eUqYz5XLyiwTnadMO95QdpIDXvtvAsixY2G49ROHvICfb5TdmPMcxYG+cOFARzGJMnMIlOy0B6U3paHlCNeQLWtWhgb+/SxevLcxD3pTLqN6//DR0FIlS+pR74Wcs0hFznl5eZl10Hv37smYaDVjUS1afcRpMxJxIk+eV/GhouLOyvPde/aQWrxYcYfQhqs9u/d4eXkwpLZr21ryXbV6jZFbzTrx8GHvSBZ5okqyh2GrIFhN1NVTVrP9YfMW0hGcKVOksE0pr4sht1UmzRLtr4sZY3a+GBKyV16Mnt2HhLrk8s2XLzLAdf9sTp430tjogTqZDTB5HaECZYC/X2QW9Xb2fHuazJiVZcORwmQOGk9PD4cmH9IZQkO1d5G7KVNqIdvMrlNnIsK/4LNnu1fb6Fe8aOdHYYNst6m3lC5dKlOmTMKJDWIAQdBCky+vLeWQo+DrCMSg2Ai2W0U9fecIEPOheLGiZuvIlavW7ty1C96aNG5MGGEjkxx3isush4e7UXTRU4kjsWv3HiLsb9++A6uctGnSJE2ahBdJvHLlKmHxb9y8OX/B96VKlsiWLVv41avXr13TPxXJn1nwmTPniGi4Y8cuvBQwVZcPwCi8tY20kaN5vU2bVsYYjVHCyHS1R8/ePXp0TZUqFYwx1b185QrRKurUrvXpp5/K6xx1993ESd26djZDAw0kGuwRI0ZdvHw5SeLEyZMn04uDn4uXLn2eKJHOJLVYuHDxl3364WXBjJ7MSVm5cg2hPzDOxHUYbw1xCdi6dTunt06YOPFK+NVP48YlMJYZpNOnzzp16lSxYkVSJE8xecqUWXPmPXn8FFWV5XSbhfjsOfNmzpxN+MnHj5+kSZsmkck5QVAl9si0GTN/e/qbm5umu9uw8YfpM2YxPcLqNUWK5PZMQagmLYv+cO3atfv2H2RdiIuzJRvgefhIKNUJDT1GoBJGfJqYM+evhIczZTGbn0XWZCADe1iEsZrhSMHI1hYEpmb7nExYgPoXKMANICxYsJATBonBQpCyBPHjWxZBRXhxwcKF+GTjwP3xRx9lzJhRmgNrGvrV5cvhNB/r5rp16xAlm65LPxSI2HrEcnjqtBm43MCbETfOIvx6yFDNG+fFC+J1S+OuWrX6m2EjaA4ig6VOlcpqfeEn7PjxZctXYJp08tSZT+J88sUX6ehsmO+9ZGZR/M/iV69W7fKVy3x6hIuxp70o6+bNm8OGf8tN/fp1LfUWcDhv/sLjx7Uga3jTEb/FKntUBzOIaTNmEUuVr8Osw9gARM+NgvhAsC0YM3bc2XM/0vllcqM3Kz8nTJxy6dKlatWq5siebc68+VAeO3acfgvyOpnWOuHXGEYYr3BOo2tlyJARCwY85s18WiJr4iiHiAgCXeqqG4WAowjQ+Ro2biZGBOfPvzqfPLJ8GLNGjBzFsWscAI7Vcb/+A3nR09uXr45XMKyVrMz+atZ+7VQczDIrV60OTa/effv1H8DN4qXLyles0qx5K6OZzOPHjzNmysZTYlA4VK8fNm/1DyisGxeseXn++czZs/V8ED+eXj5mBgiUPuSbYdlyuA4YqB2uzpE+RgsUBmsxhNETGUMxaESMkd68RSuCZjRu0jwwsEjHTl34mfYL5yLFSt68dWv9xk2cale7Tn2icFStVgtiBIaxRrDhk9+fdIybsGP8fuHib0eOds3l3qBhEyOH3H///SJMuzn1HTPv5ctXtWrdHnpkD7mJ4MxfoKDY6/br379Hr95YXQ4b9m2zFq2oLFOKKGEkpGXTZq14vWv3XtS3foPG3FerXsuyb1AXq20dWKiw/WY71IiTZcmndZsONiykho8YJWVhI0oV2L2DHiNw4WG8aR/UrGqkjB0/gVpje7V12w5MTgCKuZ0m6l6apJrxD6piRwOewFi2QmUOtIcGU0GdN4RfmnQZe/bqAzGnIh46fKT/wME5XXI3atwM2MuWqwj95s1bLHHmw+nbT/tY6tZvSOgVOC9dptzq1Wu2bN1qFUaKtt+oZ+myFZLJ5s2bzQ6t4ic7yvQZaUerTUMis1jscbQe2Lc/ZkdEc+Meyy+pCPonzlQGEDHWNQKi15SCJk6ewtOOnYIRfhjnkyGfA9ZPTA6EjBrJCVrtO3TOkDFzlWo1Aa1N2w6k9OnbX3gD6iATjJZ//QcMMvLPPYZRkLVq054mJis+ImliOy9lZ2snUIrMCgL0ZrfcmmkfI0uUQx4fIWMWxMHdeurEqOxI4dPi45Ez1BgmpN9PmTpD/5L1steuXZc9Zy6e6kMDM3Gh79Cxi3EA3fTDZhIZpBwysYMxBkp8WvSsKEjGDuy8JCse4d/ZuEkLs/EaY0vImO2yfhKWOJBOOCdbJBkpAwd/LSni7YNqWqwx+XNxzUO4K30ICChYRMOqa3eCbemVZVUqlTKizaaO5EAr6CW2aN2WlK+GDJXiQLVrt56kFAws8uDBA0mkOu6eeeX8AxaIPD1/4YJuFs6hrYSNXLNmnWROuo1vACgOHdKqz99y0/kHQjxi5GhT05j7CMG/tLWMdGPHTZC2jrIXGXlgViQlTp0+MzLeTI0V4aly+MhRyJh5EJYESBmjeRevHsseQthPHk2fMVsqQh9jEG/TTpPQrzg3SQK6in72n0BKb5kydbp0JKm7ZEIKTcBck3umUDwqV75S5ao19NJnzpojGZqBAErSA2loHpGb+GlwRCOPImC0xoyN9tIfkVvXbpqxcZR/yDbLDDWZN2myvAueQkCeCFo6vGDVvkMnluBGQMwqCA0fr3RXeUSKCFrm2XLmBxeLbCkop2seZiGCKl8QKTiS6d+IjCT6CZL6MGJWqDTx10OGWTaxPbhBo/Y77V2gKzpLBFANiaGHu7tmjmHjokN/O3LM4iVLSpYsMXzo17qCBR0R1qpM1Tf9sIV9GvR1V69dk3zy5vXSz56TFIbyYcNHMvTXqF5d39SpUL5cBL23t5lyjHQvT4ftThlhffLl1bOCB5zryQr9T8hezTaEjy1k7150QcbiSETP3KhhfVSUKKKFpc8/jziBgC8t9NgxUvL7Rtg4MNCgzcNJPCxM04ZxNWvetE6dmoIMuRHTkRvss8aNGWW2g3Xt2jUy1NEOMVmsFCtaZOf2LaJr5cpo8lvfvn2HDPeM5jNnzYa37ds2J0sWoUkmHX9I0bQvWrykXNmgrFmynDwRYTYycEC/+PHjEy9aMnRxyamXaHnDIN6nX3/Sg7t0xlxWRyazKdA0ThosW41vUU0J5nX+/AWN2wzppa0dsuk4ePCQ5OnpEWn3o/o/ntdO2aMubq4u9ENOoa9ZsxqQSjNRZbPqUJdNG38gsXGj+lKRWbPnYsLKBoQ2Ypo45/rpwQMe5crtJv1WDI5OnjqFzU6Txg2hlJZNbzptiQtOVq9ZU6tmdWAXg1hUIzSubqmUJLG2c3Hnzm1j48Kwf8HCTMjmzpmVP792OhP54HgDJX1JZwaNpMZMrteYsdFe+iNyO3zoID8rVaywdMnCZUsX86ffcN+lc0chLugfEdfFmC3yrE/fAaRs3rQeYw69prdu386f3wf0AIFPu3GjBpaACDHpLPH5dgIDA3v1iAg8DiZ++bUvxdUlp36MhxwKiQUfoLnnySNNkyKFFu384qXLOle8S4ugs5WUfPm8LbuW3sQ9ugcbm5jQqkbwbQOoZKc9HUzRWEcgJCRCSHh6eNge9dALjRw1mlzq16tjpKSnyg4KUe6k1+7YsZt/ESpyFo1+8ZTxH6Nz4uaz0ainMwDJvfGYVUaEsGNhJObN+9qBqVE2JH7ibO8Zs+LTqlC+rOx0rni5orp163a+vF5m7J2/cJFT8+BzwyZt5C1frly6dBExWRCBvEJift8IkxY2/DgwgK/6mMk9gIBTHdu3NQrjWyazyW7dgo1HEVwOv0Kicbinpgf2a2NfRmdno4gVMFGWMlJjgjtjhuYHQpAdCbTGLAT/ihYt22DJxSl7PGKPqly5IBg4ZtrZKl+uLJMDE6oFOnfqMG3qJKyQIkOPItC3U8dUqVIjb4xkcePGlZ/sYVu+zu4mqwrS3XJZcY2w3VjUAp0nNAkTJLAhO9kRF4seRuFPPvmExmXE9S+gRZBg+mJCvqCZnS0g4HjNIzTwrONZxIwaOXz0yBEtWzTTuy5zDhCDpljRwkY+8a0iTBgZ8pSVOo8CCmhH+XKzd99+9u9LFC+GV+jly1o7du/elT1L/XVpXGfnTHo3oHEHDR6CisLXJ1+Z0iWFEh7GjPp28KD+7du1Fs4JxCi9q1ix15ixDaA8xUL7pMkuz8XVBVuhIoUD+dNvChcq+Msv2vfFXm/OnOaHFYLhTFO/atSoAWYNsuIkcsKAgV/xL5lQkY2bfrAExDgCMHmaPGkKmdSoXk1PNzXuURI9Xg4smmLD1Nzt27UpUaLYK9BMSGZ+aTqkp2/euo17y2FECPQmZp/C2MStWjZ3YPZm5/pUkSkEzBDgy9G1YVh82MCHWV7TZi3QkNSqXd9Mc8JyRPQwaNJkhVS3fiN+otc104hCyR4ej9B6GR+xPUkiGzxGzRuygf1C0nUdpp3Nh+GGZSAhuGrRsrXwyUR746bNbLNZKvqkaphFCCWqS71QUd8VKlxMrz5VkKtT5648QpdrrBS+QJIJIWr1TCCoUKkaiezu6MScyZP2i4wkzp27wEhZrXptElFIMvQvehkfAAUpW7lZsubkkYtr7m9HjdE1XaIM5F/ZpcMSyk7EIMNeRkIEoAEze2vGTE0PyR+DqWWGi5cs41GmLNnt35zTMwH/EqW0cBBVqtY06yrGgkQZyN+KFatlcBdiwl+RmC59JsSYGWPkLLto8sdmc70GjW/f1paD+sWSl0coyc26gd6+I77VNllRPBqrJk/Z3edR1uyuTNT0DHlUoVJV0lmj69XBvEV4QKdtozk4OsIqM/a0oK6TZ3VoSU/tZEe5ecvWlup0zKOEPapZqEgJgr3ITz5e1p1SC9uAQNOnn2aykDlrDiOS3IuxAgdjCFd8/mwVk7Jq1Vojn3w4JHYO7m5kj/uGjTQ7DDixCoI9TRwlemrdac/kTNFYQYC+tX+/pi1k7WLbkJUv5OhRTWPJIsZsWofZoWStmyMihvmJp7yZleCp02fY3+JRocAA48T88OHDJPr5RczuJbcjR48xMGHpSrb2Nx41Onj4MFmZMcnPskFlJR+GtsWLl7p75LGcn0pKmMlrgsjaFSuUl1fINjRUq2Y+H02LJYnccIEMpk/89HR/zRr5wAFNG4nxbbJkSXX+WaqGmA5LR02t53Po8GHWQCQa18oMDQRG1HIw+RBfuqhptAoU8ONUoq++GjR9+pRtWzcdPrS/S6cO+lIV5snz7t2712/cgDgwwIqCLjIkWVFJiIBKFSOqrFPevq2tnhMkSJA1q7lqFFjkDD7CPEfDwxI0RInn5e0ZmUEpy+6NGzdBQ3z8ChW0FhTYKZoJED/xucqYMUKnqvMMM12DO7NAlJT79x9s2LCxQaOmNJZOs9+kLmbJbla09AHwZ7td8jcqA+SprJ8KBQaifjQAdVvcdVj26XmK2wlX8WJFIgOfuhw19S6YcWDNZMpO6/CHtM+HK7e1pT/aIFlee1vL/MJFTd/O1blTx/79+kycMG792lU/nj3Fpkyal6bg5oCUeg0QGLhk8tAtUOA191x0GKJP0k336WNsYWrVzPsqKgIycpNJx4OFuZk26/AR07BgUvxaXtLEeA3II6tNHBngerqSnVFCpAisI4DZt4yzPgaRYJUUMvEBzZIlwitLJ9u5U3PBND3KzL/M7hm+ufFwj/DslNkfKfhsCGXhQoX013mE5yU/xZ1Dprr8PHhIG9pKlCghA6UkRnlBtjdEM2q3HIvLli0tYnjXzl179+51zx2x3WKWJzmIhpA9P10emKYOmgIKzZvIS50fPloJfSL++3Jp6inTiKYfii7pmzZrrv3sa6IfEzL+lf1CDqk12t+zPSavZM6SGVhOntR+fhr3U3ak0MLxr4e7O/t/ltXEb8TEjAdH0kYJlxBQF4k5gH7MbKbC0Ma6gUeuLq/5aegvss/NfUHDZMjOQiHDAUaImWZZfQvG+vUf9NPPP3MGMGpno3iGMVGolilTythtBFVt0ZMxw9w5M+fPm92mdUuOCyQdOY0gkYKgwQOYmzzur6ZQRskKMa5N6KuDymiKVuMjMsemjESCORiHe71x2cCDc+kku02lACx/kSED2QnTnjTMSIPK6/YgCZl8KRnSp8cjy/KVAwcjQM7r9doOhZRy9ow27SP2CNNZRD79ih1Z/LIsRfgrQEyaZ509/XsxOploaJsm0DRcJmdn4QqvJ/51zpjReM4BSKKv5tgcH1Mf0L8sPh+ZZ7u8nDobBwG9iefNnRVZE9uDnpKd9qCkaKwgsNdkOMPF7lFkE38hQK8oN7lzveYAyhB26pQ2rLdt01q202TRxtcoyxR6PKZ3KDy5J8g3/xJdL0OGV6c3oEGVrSNWXRCj9cJEnm9DpvC+vlrcn8lTpuINYk8TMsU+cPCw1c0zRt4gUwDFu/fuMRwTZ9FqhvAQbtq1Mp7biiR7/ESLG8dmJ7yhD4RJeZ2g+U+fPmXkwmVTz5BMWE3y09tg6MSLW00iqkjRwqxX0Pthq3n/wQMw1Ci9Xxva5Bi1vHm9g02GHnImiUvObJaDmnFM4f6IyUceX3L7VzCmeYA2ZCdN+sqZVeqyfv2G8PBwbho3bmy16FMm2cnpufa0jpGGQmWvHUOzgpEskVetwoVjGwKsb5/eZid+bNm6HcbwKK1cqQIA4uAkZkeAjKeju2e+/v0HAjKxJwcPGjBz+lTZktd31jXZaepgeV72Z9xFmjZrKSKBf7dt38lNUJnSmTNnRmdLbGRpJrkk2I1RGvE0onGLaI2LtTMuSSdOnvzwo48FWKvfl8zAUJjLJ6AzgxpWZ8Y2sMxHRc0TYHHQnlQEp2HJwd3dPAgaLH2e5HMeZc+e3Wpv0SeIBkBKWQLy5/PnZJItS1adVV6USRXhVqTi5CCgBRR8FcIJsi3btpNYtEgRzN/wUgXndevWk3LANPVkQimTOSiHfDMchzbJyp4mto2bPFWy0x6UFI05AnRHMSrhCgyMQr+X/qVBxJ9/at+JXOSA0SxShBVnv75f8vmRQvh47UPKFvE1Mq8cM2YcazgSCaHAv1ifvmZQYBrykiZNyrwVgYFRH1Z5jERiQunt5UWea9as1Wevthty3/4DaBdlBWx5YSEpZxxijOfjE2kUm59/fggNR5rrOcjknUk0U+aLFy/i95Y9mzZSwNsOk2bVbOSiFqIoCwjQHPnlQkUpy7viRTX1HbZX2FIlT5bM18eHn598ElcfXhlMV6/SVnsdO7THxAm40pnwv2CwRZQ8f/vtNyIzMEzLT/gJNSkJvfM6ZpzsZy1AGprkkSPHkFvt2rWqVa1sieeNGzd/fvgQpbSzhdbUktgsxTQ90uYHAf7+n34aYY6k0/CUkNG4paZMmWLu7BmVKpU3yh66BxuEEGNtCzgoAxEhzDNI4UX6AEawn8aLpw/9vMvKJm3aNEQbkCIQnCwfuZGhmZqOGjWWYM7SM8lfzOKaNGnEu2PHjg8MLKgzIKba8eN/ZrRb1hu3RPGilIuvYY4c2dC3FyigRVj88ZxmJ2x24dBCZGztM3xppy3MPHv2+6jRr5ixjaTMsbisBq0kc6aSPI0sFN8XabV+dTVcM/E1XryI41PylGkFQ/59CUhjM0D4mc1Cmc+pcByboXH1UlLqllkouvWCtM/cNH8qUkRT2M6dtwADNya4mqg2ydRCL7XfuB2PGj2mebNmJEbWxHzaxia2jZs8VbLTHpQUTQQCou6g1zIxDDXtKLAQFMkke/VWkUqcOHE9UxRclllCAKVY3rIJt3fPTtkTkr0o08dQiBsGFHRumMjLoICdIZorpp8Srg9O8LobaoqHQrq2ENm7r3WrFqwIeZcpp6Sj0rlw8RKOMTaakKyYtDKGTps+A7vHAwcPmTlUyLvY8hG0hRv31yMlGXOmaGeTyZ9sN3IRLY9ACtykTZeWp3hhV69eVfROrDi3bdc+8gD/1zZ7ZC+N+MBGNayEq6VGrJbQgKEExmiWDFkQkLhj504xyiecISfFYjnZr1+f0qUiat2mVQswJHwdRls6/jt37qpUtcbUqdPRXEkiolRm96IBs/Ni2KpcsQLrbGKyi0ThwpQUB35iuXGm6djR31pdl8jaAjcd20oLMzbEe4/RUHYBsMPU+yQyD1MvRu2q1WsTngLVxeyZ04sVK2qZfypT5Dk2CHl30aIlrD51DrHaxUC0apVKkgIBeGLF2jW4C1puYUYesZfGehQCapokWdI6dWrp2EpsIJTJtNradWuM+e/dpw33ri6uRq5wuyKRSRuNS69m8lSlcmUIKpQrC7A/P/wZvxo9cz40oit8882w4cO+gUZn5rPPPoOZgYO/SpI0ic6M1UbkYxGvUNEec2FJLq6i8lNAxtgNzbPUlFeMS2ch4zvFm+vho0c0h84eQbiat2wzZ+68xQvnSx15MTJAYL5hwwbQ7A4JYc4H/whOzL9JYUzQFRL6fg1HHeg1glj2jPJ6e8L82nUbOA1bHJ+kXGJsccOnTWdgGNE3ti2bmJghBHCgicHQKmLWE0Vpoy6FQJQI8A3oxodWb3BUiCwTOreclYjTdHDXHnK058RJU8wMLBEA2bK74rDPGUNp0mbAWFEn4FMJCzvBW0QGwHnAO18BVG2MMvwkUaLhYE0gH7lYV+KdjdUoj2xXTaIWmP1ZmtGSCdswkE2dFqknPjRoaOWQQuIniH83k2g5DVTiDQmTem6kEEtB5xDmJWoScMn+jVwAWLR4KdJR+XJaKtbFggw0KM+xF6UWnYK7Zc3u5pU3P4YwZlaROF24mswgcb1v3qqNBF7gFeMRbxIVAePVaFi9bt68tWBgYRquVZt2jZu2wKUdNvDVsQqj1Ehsj7GQNFbTdkvhVSJmwDb+UqVJT+gAZmZ4X1jNjeKYHkn1qSxntxmNjTmNleAbNFyXrj0IGkBbQLNsxUojJlSKgBXkQD+kJ9epV9/sKcc785TPIVcez06dg/W24EWJv0PEPiNveuPSQzy8fABTx02A5YQ1ulPnrt2JzpM1m0vn4G7MICVbijZjxvaxfVQfja6N7xdBFRm8lq0p7EFfuUoNvtmSpcqlz5iZU0v5CvQK8paEdrIERDowzsc8JcoKhvRECJH4YpWraI6wksnYcVoAID4iIwNUXIYUiRSBmkGn371nL2b2mP7KMDJv3oLXm3hB9pxurzVxySBOeHW022uWFA5IWkX6H0aAriIxq2Ra9+qGbR4t5QM83DNnNrcGMs4TGdPx8/v92TNWG3lyu7HJZ7YiIc/t23eev3Ce759on2hgzMzn2J7B2+Hu/fuZnTOVLx/ENJPlCx8qnoK434mjNBcf5K5du9G/sd6qXKmi7d07/OdkEcNF1eSLYM5r+RbZomRmPSHK28iuhw8fnj57Vjvz4dEv2AeVKFGc8QjdGi4HWPfhZSgv8qmzpkGfyY6RcRVCEehscSc3C4nAcLl67Tpwb9euDSFYjbprfHI4KI2NWKLne3rkIR6s5WILt/0TJ09jjZUoYQLc9fAuRddtrCMDE+5uPXt0M9p/2t/fqTX7T4TLSJk8Oe3r4pIDlCJbU4IklqsYwc6aOU2PbhFlWTQN4pO1lrETvt5D/sJqDP5ttzilY07CySqoPVj0G+tLo1y+fDk07DgVYZsAmylxDDWrCGGYCJWBeGY1QwczQ4xMULATeZX88eI3mimx9Y5SpG7d2mamxThTrVm3Hq0Jq17a3cg/wG7fuYuQC3//9Xe6dGnYicDl19g3jMxUrVI5SqNl6LUT6/hm6eqmVRqAgCrKc/TS0sllD4VLOEHE8W/hwppCyKyZNPZ27CJ4JNmxMZErVy4zwx/p6pEBIl8rSPIZJkqUkKq1btt+06bN7du369/3SymOR98vXNSje1f923n1BaF5+vtv+huLe73isE1Q5YuXLpIzZ28UL17MyLadTRxlb1SyM0qIFME/iYA+6v2TmcbIvN5GTd88T5kZOKQmdQhd2xzyVFR/MODj64/1zf59u/U4Rw4V9FaJ3zZKVpmPErq32nBviGf0EEO2Ua5xooBDs59/QQ54mD51SuXKFd6QKxuvR49hY4Zqv/PttY7K2QoCb2/Ujmlwv42avnme+m7QW4LLBocMlJqS0zMfmkl2oTj9o0yZ0mIDHNOut42S1frabtx3wpL97RIN9rRN8YGDGjRqwo1eEKG7EJy4jIud1Nu7osGwGTNKdr691lE5KwQUAq8QYMXJWWBY9HCq4rr12qFgHMRoW7mq4HuPESBGBGeKbdz4A041Uk32XyZMmsxNm9aajXQMr7uSnTG8gRR7CoH3BAFm+tmzZcOaFN8bDEcbNqhfqmTx96RuqhqOIyCbxPQHjoYlDNOUKdNatm7LXGrUqBEtmjd9cxWL4xw59oba73QML0WtEFAIRBsBgi4tW748Z46crrlc8+TKFaVVS7QLUi/GfAQ0g77dHF+/Exs6HFQyZMjglsutauWKmLDFfMEJvEp2xvw+pjhUCLw/CIitEMuLWDE+vj+4x8iaiCmvzlrsUuAr2Rkj+5RiSiGgEFAIKARiMAJqvzMGN45iTSGgEFAIKARiJAJKdsbIZlFMKQQUAgoBhUAMRkDJzhjcOIo1hYBCQCGgEIiRCCjZGSObRTGlEFAIKAQUAjEYASU7Y3DjKNYUAgoBhYBCIEYioGRnjGwWxZRCQCGgEFAIxGAElOyMwY2jWFMIKAQUAgqBGImAkp0xslkUUwoBhYBCQCEQgxFQsjMGN45iTSGgEFAIKARiJAJKdsbIZlFMKQQUAgoBhUAMRkDJzhjcOIo1hYBCQCGgEIiRCPwfjyvgxoc1teoAAAAASUVORK5CYII=)

*int arr:* an array of integers

**Returns**:*float:* the resulting float value rounded to 3 places after the decimal

Ans:- average=lambda array: f"{sum(set(array)) / len(set(array)):.3f}"

* The first line contains n. The second line contains an array A[]  of n integers each separated by a space. Print the runner-up score. Given list is [2,3,6,6,5]. The maximum score is 6, second maximum is 5. Hence, we print 5 as the runner-up score.

Ans:-     n = int(input())

    arr = map(int, input().split())

     print(sorted(set(arr),reverse=True)[1])

* You are given three integers  x,y and z representing the dimensions of a cuboid along with an integer n. Print a list of all possible coordinates given by (i,j,k) on a 3D grid where the sum of i+j+k is not equal to n. Four integers  x,y,z and n, each on a separate line.

Input:- 1

1

1

2

Output:- [[0, 0, 0], [0, 0, 1], [0, 1, 0], [1, 0, 0], [1, 1, 1]]

Ans:-  x = int(input())

     y = int(input())

     z = int(input())

     n = int(input())

     print([[a,b,c] for a in range(x+1) for b in range(y+1) for c in range(z+1) if a+b+c != n])

* You are given the firstname and lastname of a person on two different lines. Your task is to read them and print the following:

Hello firstname lastname! You just delved into python.

Ans:- print\_full\_name=lambda first,last: print("Hello ",first," ",last,"! You just delved into python.",sep="")

* Complete the *mutate\_string* function.

*mutate\_string* has the following parameters:

*string string:* the string to change

*int position:* the index to insert the character at

*string character:* the character to insert

**Returns** *string:* the altered string

Ans:- mutate\_string=lambda string, position, character: "".join([character if x==position else y for x,y in enumerate(string)])

* The provided code stub will read in a dictionary containing key/value pairs of name:[marks] for a list of students. Print the average of the marks array for the student name provided, showing 2 places after the decimal.

Input: The first line contains the integer n, the number of students' records. The next n lines contain the names and marks obtained by a student, each value separated by a space. The final line contains **query\_name**, the name of a student to query.

**Output Format**:Print one line: The average of the marks obtained by the particular student correct to 2 decimal places.

Ans:-  n = int(input())

     student\_marks = {}

     for i in range(n):

        name, \*line = input().split()

        scores = list(map(float, line))

        student\_marks[name] = scores

     query\_name = input()

     print(f"{sum(student\_marks[query\_name])/len(student\_marks[query\_name]):.2f}")

* User enters a string and a substring. You have to print the number of times that the substring occurs in the given string. String traversal will take place from left to right, not from right to left. The first line of input contains the original string. The next line contains the substring. Output the integer number indicating the total number of occurrences of the substring in the original string.

Input:-

ABCDCDC

CDC

Output:-

2

Ans:- count\_substring=lambda string, sub\_string: len(set(string.find(sub\_string,i) for i in range(len(string)) if string.find(sub\_string,i)!=-1))

* A single line of input containing the full name, S. Print the capitalized string, S.

**Sample Input:** chris alan

**Sample Output:** Chris Alan

Ans:- solve=lambda s: "".join([y.upper() if (x == " " and y != " ") else y for x, y in zip(" " + s, s)])

* You are given a string s and width w.  
  Your task is to wrap the string s into a paragraph of width w.

**Sample Input:** ABCDEFGHIJKLIMNOQRSTUVWXYZ

4

**Sample Output:**

ABCD

EFGH

IJKL

IMNO

QRST

UVWX

YZ

Ans:- wrap=lambda string, max\_width: "\n".join([string[i:i+max\_width] for i in range(0,len(string),max\_width)])

* **Input Format**: The first line contains a, the second line contains b, and the third line contains m.

**Output:** Print two lines.  
On the first line, print the result of pow(a,b). On the second line, print the result of pow(a,b,m),i.e., a^b mod m.

Ans:- a=int(input())

b=int(input())

m=int(input())

print(a\*\*b)

print((a\*\*b)%m)

* **Input Format**: The first line contains the first integer,a , and the second line contains the second integer, b.

The first line is the integer division a//b.  
The second line is the result of the modulo operator: a%b.  
The third line prints the divmod of a and b.

**Sample Input**

177

10

**Sample Output**

17

7

(17, 7)

Ans:- a=int(input())

b=int(input())

print(a//b)

print(a%b)

print((a//b,a%b))

* You are given a positive integer N. Print a numerical triangle of height N-1 like the one below:

1

22

333

4444

55555

......

Ans:- for i in range(1,int(input())):

    print(((10\*\*i-1)//9)\*i)

* Read four numbers,a ,b ,c and d, and print the result of ab+cd.

Ans:- a=int(input())

b=int(input())

c=int(input())

d=int(input())

print(a\*\*b+c\*\*d)

* [**Polar coordinates**](https://en.wikipedia.org/wiki/Polar_coordinate_system) are an alternative way of representing Cartesian coordinates or [Complex Numbers](https://en.wikipedia.org/wiki/Complex_number). A complex number  z=x+yj is completely determined by its real part x and imaginary part y.  
  Here, j is the [imaginary unit](https://en.wikipedia.org/wiki/Imaginary_unit). A polar coordinate (r,w) is completely determined by modulus r and phase angle w.

![A blue arrow pointing up

Description automatically generated](data:image/png;base64,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)

If we convert complex number z to its polar coordinate, we find:  
r: Distance from z to origin, i.e., math.sqrt(x^2+y^2)   
w: Counter clockwise angle measured from the positive x-axis to the line segment that joins z to the origin.

**Input Format**: A single line containing the complex number z. Note: complex() function can be used in python to convert the input as a complex number.

Output two lines:  
The first line should contain the value of r.  
The second line should contain the value of w.

Ans:- import math

z=complex(input())

print((z.real\*\*2+z.imag\*\*2)\*\*0.5)

print(math.atan2(z.imag,z.real))

* Let's learn some new Python concepts! You have to generate a list of the first N fibonacci numbers, 0 being the first number. Then, apply the map function and a lambda expression to cube each fibonacci number and print the list.

One line of input: an integer N.

Output: A list on a single line containing the cubes of the first N fibonacci numbers.

**Sample Input**

5

**Sample Output**

[0, 1, 1, 8, 27]

Ans: cube = lambda x: x\*\*3

fibonacci=lambda n, seq=[0, 1]:[] if n==0 else [seq[0]] if n==1 else seq if len(seq) >= n else fibonacci(n, seq + [seq[-1] + seq[-2]])

     n = int(input())

     print(list(map(cube, fibonacci(n))))

* Given a list of rational numbers,find their product.

**Input Format**: First line contains n, the number of rational numbers.  
The ith of next n lines contain two integers each, the numerator(Ni) and denominator(Di) of the ith rational number in the list.

**Output Format:** Print only one line containing the numerator and denominator of the product of the numbers in the list in its simplest form, i.e. numerator and denominator have no common divisor other than 1.

Ans:- from fractions import Fraction

from functools import reduce

product=lambda fracs:(reduce(lambda a,b:a\*b,fracs).numerator, reduce(lambda a,b:a\*b,fracs).denominator)

     fracs = []

     for i in range(int(input())):

        fracs.append(Fraction(\*map(int, input().split())))

     result = product(fracs)

     print(\*result)

* You are given an integer N followed by N email addresses. Your task is to print a list containing only valid email addresses in lexicographical order.
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**Concept**

A filter takes a function returning True or False and applies it to a sequence, returning a list of only those members of the sequence where the function returned True. A Lambda function can be used with filters.

**Input Format**

The first line of input is the integer N, the number of email addresses.  
 N lines follow, each containing a string.

**Sample Input**

3

lara@hackerrank.com

brian-23@hackerrank.com

britts\_54@hackerrank.com

**Sample Output**

['brian-23@hackerrank.com', 'britts\_54@hackerrank.com'

Ans:- def fun(email):

     import re

     pattern = r'^[a-zA-Z0-9\_-]+@[a-zA-Z0-9]+\.[a-zA-Z]{1,3}$'

     return re.match(pattern, email) is not None

def filter\_mail(emails):

     return list(filter(fun, emails))

n = int(input())

    emails = []

    for i in range(n):

        emails.append(input())

filtered\_emails = filter\_mail(emails)

filtered\_emails.sort()

print(filtered\_emails)

* A valid email address meets the following criteria:

It's composed of a username, domain name, and extension assembled in this format: username@domain.extension

The username starts with an English alphabetical character, and any subsequent characters consist of one or more of the following: [alphanumeric characters](https://en.wikipedia.org/wiki/Alphanumeric), -,., and \_.

The domain and extension contain only [English alphabetical characters](https://en.wikipedia.org/wiki/English_alphabet).

The extension is 1,2, or 3 characters in length.

Given  pairs of names and email addresses as input, print each name and email address pair having a valid email address on a new line.

**Input Format**:The first line contains a single integer, n, denoting the number of email address.  
Each line i of the n subsequent lines contains a name and an email address as two space-separated values following this format:

name [user@email.com](mailto:user@email.com)

**Output Format:**Print the space-separated name and email address pairs containing valid email addresses only. Each pair must be printed on a new line in the following format:

name [user@email.com](mailto:user@email.com)

You must print each valid email address in the same order as it was received as input.

**Sample Input**

2

DEXTER <dexter@hotmail.com>

VIRUS <virus!@variable.:p>

**Sample Output**

DEXTER [dexter@hotmail.com](mailto:dexter@hotmail.com)

Ans:- n=int(input())

name=[]

email=[]

for i in range(n):

     temp\_name, temp\_email = input().split()

     name.append(temp\_name)

     email.append(temp\_email)

def fun(email1):

     import re

     pattern = r'^<[a-zA-Z][a-zA-Z0-9\_.-]+@[a-zA-Z]+\.[a-zA-Z]{1,3}>$'

     return re.match(pattern, email1) is not None

for i in range(n):

     if fun(email[i]):

         print(name[i],email[i])

* You are given a string N.Your task is to verify that N is a floating point number.

In this task, a valid float number must satisfy all of the following requirements:

 Number can start with +, - or . symbol.  
For example:  
✔+4.50  
✔-1.0  
✔.5  
✔-.7  
✔+.4  
✖ -+4.5

 Number must contain at least 1 decimal value.  
For example:  
✖ 12.  
✔12.0

 Number must have exactly one . symbol.  
 Number must not give any exceptions when converted using float(N).

**Input Format**:The first line contains an integer T, the number of test cases.  
The next T line(s) contains a string S.

**Output Format**: Output True or False for each test case.

**Sample Input 0**

4

4.0O0

-1.00

+4.54

SomeRandomStuff

**Sample Output 0**

False

True

True

False

Ans:- T=int(input())

s=[]

for i in range(T):

     s.append(input())

def is\_valid\_float(s):

     import re

     pattern = r"^[+-]?(\d+\.\d+|\.\d+)$"

     return re.match(pattern, s) is not None

for i in s:

     print(is\_valid\_float(i))

### [Exceptions](https://docs.python.org/2/tutorial/errors.html#exceptions):Errors detected during execution are called exceptions.

**Examples**:

[**ZeroDivisionError**](https://docs.python.org/2/library/exceptions.html#exceptions.ZeroDivisionError)  
This error is raised when the second argument of a division or modulo operation is zero.

[**ValueError**](https://docs.python.org/2/library/exceptions.html#exceptions.ValueError):This error is raised when a built-in operation or function receives an argument that has the right type but an inappropriate value.

### [Handling Exceptions](https://docs.python.org/2/tutorial/errors.html#handling-exceptions): The statements try and except can be used to handle selected exceptions. A try statement may have more than one except clause to specify handlers for different exceptions.

You are given two values a and b.  
Perform integer division and print a/b.

**Input Format**: The first line contains T, the number of test cases.  
The next T lines each contain the space separated values of a and b.

**Output Format**

Print the value of a/b.  
In the case of ZeroDivisionError or ValueError, print the error code.

**Sample Input**

3

1 0

2 $

3 1

**Sample Output**

Error Code: integer division or modulo by zero

Error Code: invalid literal for int() with base 10: '$'

3

Ans:- T=int(input())

a, b=[], []

for i in range(T):

     temp\_a, temp\_b=input().split()

     a.append(temp\_a)

     b.append(temp\_b)

for i in range(T):

     try:

         print(int(a[i])//int(b[i]))

     except ZeroDivisionError:

print("Error Code: integer division or modulo by zero")

     except ValueError as e:

         print("Error Code:", e)

* [**shape**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.ndarray.shape.html#numpy-ndarray-shape)

The *shape* tool gives a tuple of array dimensions and can be used to change the dimensions of an array.

**(a). Using *shape* to get array dimensions**

import numpy

my\_\_1D\_array = numpy.array([1, 2, 3, 4, 5])

print my\_1D\_array.shape #(5,) -> 1 row and 5 columns

my\_\_2D\_array = numpy.array([[1, 2],[3, 4],[6,5]])

print my\_2D\_array.shape #(3, 2) -> 3 rows and 2 columns

[**reshape**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.reshape.html#numpy.reshape)

The *reshape* tool gives a new shape to an array without changing its data. It creates a new array and does not modify the original array itself.

import numpy

my\_array = numpy.array([1,2,3,4,5,6])

print numpy.reshape(my\_array,(3,2))

#Output

[[1 2]

[3 4]

**Task:**

You are given a space separated list of nine integers. Your task is to convert this list into a X *NumPy* array.

**Input Format**

A single line of input containing  space separated integers.

**Output Format**

Print the X *NumPy* array.

**Sample Input**

1 2 3 4 5 6 7 8 9

**Sample Output**

[[1 2 3]

[4 5 6]

[7 8 9]]

Ans:- import numpy as np

l=np.array(list(map(int,input().split())))

print(np.reshape(l,(3,3)))

* **Input Format**

A single line of input containing space separated numbers.

**Output Format**

Print the reverse NumPy array with type float.

**Sample Input**

1 2 3 4 -8 -10

**Sample Output**

[-10. -8. 4. 3. 2. 1.]

Ans:- import numpy

arrays=lambda arr: numpy.array(arr[::-1],float)

arr = input().strip().split()

result = arrays(arr)

print(result)

* [**Transpose**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.transpose.html#numpy-transpose)

We can generate the transposition of an array using the tool numpy.transpose.  
It will not affect the original array, but it will create a new array.

**Task**

You are given a NXM integer array matrix with space separated elements (N = rows and M = columns).  
Your task is to print the *transpose* and *flatten* results.

**Input Format**:The first line contains the space separated values of N and M.  
The next N lines contains the space separated elements of M columns.

**Output Format**:First, print the *transpose* array and then print the *flatten*.

**Sample Input**

2 2

1 2

3 4

**Sample Output**

[[1 3]

[2 4]]

[1 2 3 4]

Ans:- import numpy as np

N, M=list(map(int, input().split()))

l=[]

for i in range(N):

     l.append(input().split())

print(np.transpose(np.array(l)))

print(np.array(l).flatten())

* [**sum**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.sum.html):The *sum* tool returns the sum of array elements over a given axis.

import numpy

my\_array = numpy.array([ [1, 2], [3, 4] ])

print numpy.sum(my\_array, axis = 0) #Output : [4 6]

print numpy.sum(my\_array, axis = 1) #Output : [3 7]

print numpy.sum(my\_array, axis = None) #Output : 10

print numpy.sum(my\_array) #Output : 10

By default, the axis value is None. Therefore, it performs a sum over all the dimensions of the input array.

[**prod**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.prod.html):The *prod* tool returns the product of array elements over a given axis.

import numpy

my\_array = numpy.array([ [1, 2], [3, 4] ])

print numpy.prod(my\_array, axis = 0) #Output : [3 8]

print numpy.prod(my\_array, axis = 1) #Output : [ 2 12]

print numpy.prod(my\_array, axis = None) #Output : 24

print numpy.prod(my\_array) #Output : 24

By default, the axis value is None. Therefore, it performs the product over all the dimensions of the input array.

**Task**:You are given a 2-D array with dimensions N XM.  
Your task is to perform the sum tool over axis 0 and then find the product of that result.

**Input Format**:The first line of input contains space separated values of N and M.  
The next N lines contains M space separated integers.

**Output Format**:Compute the sum along axis 0. Then, print the product of that sum.

**Sample Input**

2 2

1 2

3 4

**Sample Output**

24

**Explanation**

The sum along axis  0= [4 6 ]  
The product of this sum = 24

Ans:- import numpy as np

N, M=list(map(int, input().split()))

l=[]

for i in range(N):

     l.append(input().split())

print(np.prod(np.sum(np.array(l),axis=0)))

* [**Concatenate**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.concatenate.html): Two or more arrays can be concatenated together using the *concatenate* function with a tuple of the arrays to be joined:

import numpy

array\_1 = numpy.array([1,2,3])

array\_2 = numpy.array([4,5,6])

array\_3 = numpy.array([7,8,9])

print numpy.concatenate((array\_1, array\_2, array\_3))

#Output

[1 2 3 4 5 6 7 8 9]

If an array has more than one dimension, it is possible to specify the axis along which multiple arrays are concatenated. By default, it is along the first dimension.

import numpy

array\_1 = numpy.array([[1,2,3],[0,0,0]])

array\_2 = numpy.array([[0,0,0],[7,8,9]])

print numpy.concatenate((array\_1, array\_2), axis = 1)

#Output

[[1 2 3 0 0 0]

[0 0 0 7 8 9]]

**Task**

You are given two integer arrays of size NXP and MXP (N & M are rows, and P is the column). Your task is to *concatenate* the arrays along axis 0.

**Input Format**:The first line contains space separated integers N,M  and P.  
The next N lines contains the space separated elements of the P columns.  
After that, the next M lines contains the space separated elements of the P columns.

**Output Format**: Print the concatenated array of size (N+M)XP.

**Sample Input**

4 3 2

1 2

1 2

1 2

1 2

3 4

3 4

3 4

**Sample Output**

[[1 2]

[1 2]

[1 2]

[1 2]

[3 4]

[3 4]

[3 4]]

Ans:- import numpy as np

N, M, P=list(map(int, input().split()))

l1,l2=[],[]

for i in range(N):

     l1.append(input().split())

for i in range(M):

l2.append(input().split())

print(np.concatenate((np.array(l1,int),np.array(l2,int)),axis=0))

* Basic mathematical functions operate element-wise on arrays. They are available both as operator overloads and as functions in the *NumPy* module.

import numpy

a = numpy.array([1,2,3,4], float)

b = numpy.array([5,6,7,8], float)

print a + b #[ 6. 8. 10. 12.]

print numpy.add(a, b) #[ 6. 8. 10. 12.]

print a - b #[-4. -4. -4. -4.]

print numpy.subtract(a, b) #[-4. -4. -4. -4.]

print a \* b #[ 5. 12. 21. 32.]

print numpy.multiply(a, b) #[ 5. 12. 21. 32.]

print a / b #[ 0.2 0.33333333 0.42857143 0.5 ]

print numpy.divide(a, b) #[ 0.2 0.33333333 0.42857143 0.5 ]

print a % b #[ 1. 2. 3. 4.]

print numpy.mod(a, b) #[ 1. 2. 3. 4.]

print a\*\*b #[ 1.00000000e+00 6.40000000e+01 2.18700000e+03 6.55360000e+04]

print numpy.power(a, b) #[ 1.00000000e+00 6.40000000e+01 2.18700000e+03 6.55360000e+04]

**Task**:You are given two integer arrays A  and B of dimensions NXM.  
Your task is to perform the following operations:

1. Add ( A+B )
2. Subtract (A -B )
3. Multiply ( A\*B )
4. Integer Division ( A//B )
5. Mod ( A%B )
6. Power ( A\*\*B )

**Note**:There is a method numpy.floor\_divide() that works like numpy.divide() except it performs a floor division.

**Input Format**:The first line contains two space separated integers,  N and M.  
The next N lines contains M space separated integers of array A.  
The following N lines contains M space separated integers of array B.

**Output Format**:Print the result of each operation in the given order under **Task**.

**Sample Input**

1 4

1 2 3 4

5 6 7 8

**Sample Output**

[[ 6 8 10 12]]

[[-4 -4 -4 -4]]

[[ 5 12 21 32]]

[[0 0 0 0]]

[[1 2 3 4]]

[[ 1 64 2187 65536]]

Ans:- import numpy as np

N,M=list(map(int,input().split()))

A,B=[],[]

for i in range(N):

     A.append(input().split())

for i in range(N):

     B.append(input().split())

A, B=np.array(A,int), np.array(B,int)

print(A+B,A-B,A\*B,A//B,A%B,A\*\*B,sep="\n")

* [**min**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.ndarray.min.html): The tool *min* returns the minimum value along a given axis.

import numpy

my\_array = numpy.array([[2, 5],

[3, 7],

[1, 3],

[4, 0]])

print numpy.min(my\_array, axis = 0) #Output : [1 0]

print numpy.min(my\_array, axis = 1) #Output : [2 3 1 0]

print numpy.min(my\_array) #Output : 0

By default, the axis value is None. Therefore, it finds the minimum over all the dimensions of the input array.

[**max**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.ndarray.max.html): The tool *max* returns the maximum value along a given axis.

import numpy

my\_array = numpy.array([[2, 5],

[3, 7],

[1, 3],

[4, 0]])

print numpy.max(my\_array, axis = 0) #Output : [4 7]

print numpy.max(my\_array) #Output : 7

By default, the axis value is None. Therefore, it finds the maximum over all the dimensions of the input array.

**Task:** You are given a 2-D array with dimensions NXM.  
Your task is to perform the *min* function over axis  1 and then find the *max* of that.

**Input Format:** The first line of input contains the space separated values of N and M.  
The next N lines contains M space separated integers.

**Output Format:** Compute the *min* along axis 1 and then print the *max* of that result.

**Sample Input**

4 2

2 5

3 7

1 3

4 0

**Sample Output**

3

**Explanation**

The *min* along axis  1=[2,3,1,0]   
The *max* of [2,3,1,0]  = 3

Ans:- import numpy as np

N,M=list(map(int,input().split()))

A=[]

for i in range(N):

    A.append(input().split())

print(np.max(np.min(np.array(A, int),axis=1)))

* [**floor**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.floor.html#numpy-floor): The tool *floor* returns the floor of the input element-wise.

import numpy

my\_array = numpy.array([1.1, 2.2, 3.3, 4.4, 5.5, 6.6, 7.7, 8.8, 9.9])

print numpy.floor(my\_array) #[ 1. 2. 3. 4. 5. 6. 7. 8. 9.]

[**ceil**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.ceil.html#numpy-ceil): The tool *ceil* returns the ceiling of the input element-wise.  
The ceiling of  is the smallest integer  where .

import numpy

my\_array = numpy.array([1.1, 2.2, 3.3, 4.4, 5.5, 6.6, 7.7, 8.8, 9.9])

print numpy.ceil(my\_array) #[ 2. 3. 4. 5. 6. 7. 8. 9. 10.]

[**rint**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.rint.html): The *rint* tool rounds to the nearest integer of input element-wise.

import numpy

my\_array = numpy.array([1.1, 2.2, 3.3, 4.4, 5.5, 6.6, 7.7, 8.8, 9.9])

print numpy.rint(my\_array) #[ 1. 2. 3. 4. 6. 7. 8. 9. 10.]

**Task:** You are given a 1-D array, A. Your task is to print the floor, ceil  and rint of all the elements of A.

**Note:** In order to get the correct output format, add the line numpy.set\_printoptions(legacy='1.13')below the numpy import.

**Input Format**: A single line of input containing the space separated elements of array A.

**Output Format:** On the first line, print the floor of A.  
On the second line, print the ceil of A.  
On the third line, print the rint of A.

**Sample Input**

1.1 2.2 3.3 4.4 5.5 6.6 7.7 8.8 9.9

**Sample Output**

[ 1. 2. 3. 4. 5. 6. 7. 8. 9.]

[ 2. 3. 4. 5. 6. 7. 8. 9. 10.]

[ 1. 2. 3. 4. 6. 7. 8. 9. 10.]

Ans:- import numpy as np

np.set\_printoptions(legacy='1.13')

A=np.array(input().split(),float)

print(np.floor(A),np.ceil(A),np.rint(A),sep="\n")

* [**mean**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.mean.html): The *mean* tool computes the arithmetic mean along the specified axis.

import numpy

my\_array = numpy.array([ [1, 2], [3, 4] ])

print numpy.mean(my\_array, axis = 0) #Output : [ 2. 3.]

print numpy.mean(my\_array) #Output : 2.5

By default, the axis is None. Therefore, it computes the mean of the flattened array.

[**var**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.var.html#numpy-var): The *var* tool computes the arithmetic variance along the specified axis.

import numpy

my\_array = numpy.array([ [1, 2], [3, 4] ])

print numpy.var(my\_array, axis = 0) #Output : [ 1. 1.]

print numpy.var(my\_array) #Output : 1.25

By default, the axis is None. Therefore, it computes the variance of the flattened array.

[**std**](http://docs.scipy.org/doc/numpy/reference/generated/numpy.std.html#numpy.std): The *std* tool computes the arithmetic standard deviation along the specified axis.

import numpy

my\_array = numpy.array([ [1, 2], [3, 4] ])

print numpy.std(my\_array, axis = 0) #Output : [ 1. 1.]

print numpy.std(my\_array) #Output : 1.11803398875

By default, the axis is None. Therefore, it computes the standard deviation of the flattened array.

**Task:** You are given a 2-D array of size NXM.  
Your task is to find:

1. The mean along axis 1
2. The var along axis 0
3. The std along axis None

**Input Format:**The first line contains the space separated values of N and M.  
The next N lines contains M space separated integers.

**Output Format:** First, print the *mean*.  
Second, print the *var*.  
Third, print the *std*.

**Sample Input**

2 2

1 2

3 4

**Sample Output**

[ 1.5 3.5]

[ 1. 1.]

1.11803398875

Ans:- import numpy as np

N, M=list(map(int,input().split()))

A=[]

for i in range(N):

     A.append(input().split())

A=np.array(A, float) print(np.mean(A, axis=1),np.var(A, axis=0),np.around(np.std(A),decimals=11),sep="\n")

* Given an integer,n , print the following values for each integer i from 1 to n:

1. Decimal
2. Octal
3. Hexadecimal (capitalized)
4. Binary

**Function Description**: Complete the *print\_formatted* function in the editor below.

*print\_formatted* has the following parameters:

* *int number:* the maximum value to print

**Prints**: The four values must be printed on a single line *in the order specified above* for each i from 1 to number. Each value should be space-padded to match the width of the *binary* value of number and the values should be separated by a single space.

**Input Format:** A single integer denoting n.

**Sample Input**

17

**Sample Output**

1 1 1 1

2 2 2 10

3 3 3 11

4 4 4 100

5 5 5 101

6 6 6 110

7 7 7 111

8 10 8 1000

9 11 9 1001

10 12 A 1010

11 13 B 1011

12 14 C 1100

13 15 D 1101

14 16 E 1110

15 17 F 1111

16 20 10 10000

17 21 11 10001

Ans:- def print\_formatted(number):

    width = len(bin(number)[2:])

     for i in range(1, number + 1):

        print(f"{i:{width}d} {i:{width}o} {i:{width}X} {i:{width}b}")

n=int(input())

     print\_formatted(n)

* In Python, a string of text can be aligned *left, right* and *center*.

**.ljust(width)**

This method returns a left aligned string of length *width*.

>>> width = 20

>>> print 'HackerRank'.ljust(width,'-')

HackerRank----------

**.center(width)**

This method returns a centered string of length *width*.

>>> width = 20

>>> print 'HackerRank'.center(width,'-')

-----HackerRank-----

**.rjust(width)**

This method returns a right aligned string of length *width*.

>>> width = 20

>>> print 'HackerRank'.rjust(width,'-')

----------HackerRank

**Task**

You are given a partial code that is used for generating the *HackerRank Logo* of variable *thickness*.

**Input Format**

A single line containing the *thickness* value for the logo.

**Constraints**

The *thickness* must be an *odd* number.

**Output Format**

Output the desired logo.

**Sample Input**

5

**Sample Output**

H

HHH

HHHHH

HHHHHHH

HHHHHHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHHHHHHHHHHHHHHHHHHHHHH

HHHHHHHHHHHHHHHHHHHHHHHHH

HHHHHHHHHHHHHHHHHHHHHHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHH HHHHH

HHHHHHHHH

HHHHHHH

HHHHH

HHH

H

Ans:-

thickness =int(input()) #This must be an odd number

c = 'H'

#Top Cone

for i in range(thickness):

    print((c\*i).rjust(thickness-1)+c+(c\*i).ljust(thickness-1))

#Top Pillars

for i in range(thickness+1):

    print((c\*thickness).center(thickness\*2)+(c\*thickness).center(thickness\*6))

#Middle Belt

for i in range((thickness+1)//2):

    print((c\*thickness\*5).center(thickness\*6))

#Bottom Pillars

for i in range(thickness+1):

    print((c\*thickness).center(thickness\*2)+(c\*thickness).center(thickness\*6))

#Bottom Cone

for i in range(thickness):

    print(((c\*(thickness-i-1)).rjust(thickness)+c+(c\*(thickness-i-1)).ljust(thickness)).rjust(thickness\*6))

* If we want to add a single element to an existing set, we can use the .add() operation.

**Example:** >>> s = set('HackerRank')

>>> s.add('H')

>>> print s

**Task**: Apply your knowledge of the .add() operation to help your friend Rupal.  
Rupal has a huge collection of country stamps. She decided to count the total number of distinct country stamps in her collection. She asked for your help. You pick the stamps one by one from a stack of N country stamps.  
Find the total number of distinct country stamps.

**Input Format**: The first line contains an integer N, the total number of country stamps.  
The next N lines contains the name of the country where the stamp is from.

**Output Format**: Output the total number of distinct country stamps on a single line.

**Sample Input**

7

UK

China

USA

France

New Zealand

UK

France

**Sample Output**

5

Ans:- N=int(input())

print(len({input() for i in range(N)}))

* **.union()**

The *.union()* operator returns the union of a set and the set of elements in an iterable.  
Sometimes, the *|* operator is used in place of *.union()* operator, but it operates only on the set of elements in *set*.  
Set is immutable to the *.union()* operation (or *|* operation).

**Example**: >>> s = set("Hacker")

>>> print s.union("Rank")

set(['a', 'R', 'c', 'r', 'e', 'H', 'k', 'n'])

>>> print s.union(set(['R', 'a', 'n', 'k']))

set(['a', 'R', 'c', 'r', 'e', 'H', 'k', 'n'])

>>> print s.union(['R', 'a', 'n', 'k'])

set(['a', 'R', 'c', 'r', 'e', 'H', 'k', 'n'])

>>> print s.union(enumerate(['R', 'a', 'n', 'k']))

set(['a', 'c', 'r', 'e', (1, 'a'), (2, 'n'), 'H', 'k', (3, 'k'), (0, 'R')])

>>> print s.union({"Rank":1})

set(['a', 'c', 'r', 'e', 'H', 'k', 'Rank'])

>>> s | set("Rank")

set(['a', 'R', 'c', 'r', 'e', 'H', 'k', 'n'])

**Task**: The students of District College have subscriptions to *English* and *French* newspapers. Some students have subscribed only to *English*, some have subscribed to only *French* and some have subscribed to both newspapers.

You are given two sets of student roll numbers. One set has subscribed to the *English* newspaper, and the other set is subscribed to the *French* newspaper. The same student could be in both sets. Your task is to find the total number of students who have subscribed to *at least one* newspaper.

**Input Format**: The first line contains an integer, n, the number of students who have subscribed to the *English* newspaper.  
The second line contains n space separated roll numbers of those students.  
The third line contains b, the number of students who have subscribed to the *French* newspaper.  
The fourth line contains b space separated roll numbers of those students.

**Output Format**: Output the total number of students who have *at least one* subscription.

**Sample Input**

9

1 2 3 4 5 6 7 8 9

9

10 1 2 3 11 21 55 6 8

**Sample Output**: 13

Ans:- n=int(input())

s1=set(input().split())

b=int(input())

s2=set(input().split())

print(len(s1| s2))

* **.intersection()**

The .intersection() operator returns the intersection of a set and the set of elements in an iterable.  
Sometimes, the & operator is used in place of the .intersection() operator, but it only operates on the set of elements in set.  
The set is immutable to the .intersection() operation (or & operation).

>>> s = set("Hacker")

>>> print s.intersection("Rank")

set(['a', 'k'])

>>> print s.intersection(set(['R', 'a', 'n', 'k']))

set(['a', 'k'])

>>> print s.intersection(['R', 'a', 'n', 'k'])

set(['a', 'k'])

>>> print s.intersection(enumerate(['R', 'a', 'n', 'k']))

set([])

>>> print s.intersection({"Rank":1})

set([])

>>> s & set("Rank")

set(['a', 'k'])

**Continuation to the above question.**

**Output Format**: Output the total number of students who have subscriptions to **both** English and French newspapers.

Ans:- n=int(input())

s1=set(input().split())

b=int(input())

s2=set(input().split())

print(len(s1& s2))

* **.difference()**: The tool .difference() returns a set with all the elements from the set that are not in an iterable.  
  Sometimes the - operator is used in place of the .difference() tool, but it only operates on the set of elements in set.  
  Set is immutable to the .difference() operation (or the - operation).

>>> s = set("Hacker")

>>> print s.difference("Rank")

set(['c', 'r', 'e', 'H'])

>>> print s.difference(set(['R', 'a', 'n', 'k']))

set(['c', 'r', 'e', 'H'])

>>> print s.difference(['R', 'a', 'n', 'k'])

set(['c', 'r', 'e', 'H'])

>>> print s.difference(enumerate(['R', 'a', 'n', 'k']))

set(['a', 'c', 'r', 'e', 'H', 'k'])

>>> print s.difference({"Rank":1})

set(['a', 'c', 'e', 'H', 'k', 'r'])

>>> s - set("Rank")

set(['H', 'c', 'r', 'e'])

**Continuation to the above question.**

**Output Format**: Output the total number of students who are subscribed to the English newspaper only.

Ans:- n=int(input())

s1=set(input().split())

b=int(input())

s2=set(input().split())

print(len(s1-s2))

* **.symmetric\_difference()**: The .symmetric\_difference() operator returns a set with all the elements that are in the set and the iterable but not both.  
  Sometimes, a ^ operator is used in place of the .symmetric\_difference() tool, but it only operates on the set of elements in set.  
  The set is immutable to the .symmetric\_difference() operation (or ^ operation).

>>> s = set("Hacker")

>>> print s.symmetric\_difference("Rank")

set(['c', 'e', 'H', 'n', 'R', 'r'])

>>> print s.symmetric\_difference(set(['R', 'a', 'n', 'k']))

set(['c', 'e', 'H', 'n', 'R', 'r'])

>>> print s.symmetric\_difference(['R', 'a', 'n', 'k'])

set(['c', 'e', 'H', 'n', 'R', 'r'])

>>> print s.symmetric\_difference(enumerate(['R', 'a', 'n', 'k']))

set(['a', 'c', 'e', 'H', (0, 'R'), 'r', (2, 'n'), 'k', (1, 'a'), (3, 'k')])

>>> print s.symmetric\_difference({"Rank":1})

set(['a', 'c', 'e', 'H', 'k', 'Rank', 'r'])

>>> s ^ set("Rank")

set(['c', 'e', 'H', 'n', 'R', 'r'])

**Continuation to the above question.**

**Output Format**: Output total number of students who have subscriptions to the English or the French newspaper but not both.

Ans:- n=int(input())

s1=set(input().split())

b=int(input())

s2=set(input().split())

print(len(s1^ s2))